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# Indledning

## Øvelsestyper

Opgaverne i disse labs er af varierende svær- og frihedsgrad. Sædvanligvis vil de indledende øvelser være relativt bundet omkring en slags ”lab walkthrough”, hvorimod de senere øvelser vil være friere eller være af mere eksperimenterede karakter. Derfor er de forskellige opgaver klassificeret med en indikation af type.

De indledende og grundlæggende øvelser af walkthrough-typen er ikke yderligere kategoriseret. De resterende øvelser, som man ikke nødvendigvis forventes at nå i de afsatte tid, er klassificeret som følger
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på ingen måde, at I kan løse disse, men de udgør lidt hjernetræning for de ekstra interesserede.

## Forudsætninger

Disse opgaver forudsætter, at materialet hørende til kurset er udpakket i  
 C:\teknologisk\20483  
samt at Visual Studio er installeret på maskinen.

# Module 1: ”Introduction til C# .NET and Visual Studio ”

## Øvelse 1.1: ”Hello, World” i C#

Formålet med denne øvelse er at lave et simpelt C#-projekt i Visual Studio helt fra bunden. Derefter vil vi modificere programmet en smule og lave simpel brugerindtastning samt se, hvor man kan give command-line argumenter med til programmet og benytte disse.

### Lav en ny konsol-applikation i Visual Studio

1. Start Visual Studio .
   1. Første gang Visual Studio startes, kan I blive bedt om at vælge ”Development Settings”. Vælg ”Visual C# Development Settings”, da I så får menuer og genvejstaster, som er optimeret til udvikling i C#.
2. Vælg **File** -> **New** -> **Project...** i menuen.
3. Lav en ny C# Console Application
   1. Project Types: **Visual C#**
   2. Templates: **Console Application**
   3. Name: **HelloWorld**
   4. Location: **C:\teknologisk\20483\Module 1\Lab 1.1\Starter**
   5. Solution Name: **HelloWorld**
   6. Sørg for at ”**Create directory for solution**” er valgt
   7. Klik **OK**.
4. Du har nu lavet et nyt C#-projekt, som er en konsol-applikation. Check at Visual Studio som ønsket har lavet en solution bestående af ét projekt med navnet ”HelloWorld” samt har lavet en C#-fil, der hedder Program.cs.
5. Luk Program.cs ved at højreklikke på dens tab i editor-vinduet eller klikke krydset i editor-vinduets øverste højre hjørne.
6. Gem alle filerne I projektet ved at vælge **File** -> **Save All** i menuen (*CTRL+Shift+S*).

### Indsæt ”Hello, World” kode og kør programmet

1. Åbn Program.cs igen ved at dobbeltklikke på den i Solution Explorer.
2. Find Main() metoden og indsæt i den tomme metode kode til at udskrive strengen Hello, World til konsollen.
3. Når du er færdig, bør Main() metoden ligne

static void Main( string[] args )  
{  
 Console.WriteLine( "Hello, World!" );  
}

1. Gem den aktuelle fil ved at vælge **File** -> **Save Program.cs** i menuen (*CTRL+S*).
2. Byg din solution ved at vælge **Build** -> **Build Solution** i menuen (*CTRL+Shift+B*).
3. Hvis der er kompileringsfejl skal disse rettes, hvorefter Step 11 gentages.
4. Når programmet kan kompileres uden fejl, kør da programmet fra Visual Studio uden debugger ved at vælge **Debug** -> **Start Without Debugging** i menuen (*CTRL+F5*).
5. Verificér at strengen Hello World skrives i konsol-vinduet.
6. Tryk en taste for at lukke konsol-vinduet, når der skrives ”Press any key to continue . . .” og check at applikationen lukkes ned.

### Lav bruger-indtastning af navn

Vi vil nu lade brugeren indtaste sit navn og derefter skrive Hello, *<<indtastet navn>>* i stedet.

1. Lav en streng-variabel til at holde det indtastede navn og kald denne variabel name.
2. Skriv en sætning, der beder brugeren indtaste sit navn.
3. Skriv en sætning, der læser brugerens navn ind i name.
4. Modificér udskriftssætningen til at skrive Hello, efterfulgt af indholdet af name.
5. Når du er færdig, bør Main() metoden ligne

static void Main( string[] args )

{

string name;

Console.WriteLine( "Please enter your name: " );

name = Console.ReadLine();

Console.WriteLine( "Hello, {0}", name );

}

1. Gem alle filer.
2. Byg din solution igen og ret eventuelle kompileringsfejl.
3. Start programmet fra Visual Studio uden debugger.
4. Indtast dit navn ved promptet.
5. Verificér, at der udskrives Hello, *<<indtastet navn>>* som forventet.
6. Luk applikationen ned ved at trykke en taste.

### Medgiv navnet til programmet som command-line argument

Vi vil nu i stedet for at indtaste brugerens navn give det med til programmet som command-line argument – først direkte gennem cmd.exe og derefter gennem Visual Studio .

1. Fjern variablen name igen.
2. Fjern sætningen, der beder brugeren om at indtaste navn.
3. Fjern sætningen, der indlæser navnet i name.
4. Erstat brugen af name i udskrivningen med det første medgivne command-line argument i args.
5. Når du er færdig, bør Main() metoden ligne

static void Main( string[] args )

{

Console.WriteLine( "Hello, {0}", args[ 0 ] );

}

1. Byg din solution igen og ret eventuelle kompileringsfejl.
2. Kør programmet udenom Visual Studio
   1. Start en kommando-prompt med cmd.exe eller lignende
      1. ***Bemærk:*** *Hvis I har PowerCommands for Visual Studio 2010/ installeret og aktiveret, kan I her i stedet vælge at højreklikke i Solution Explorer og vælge ”Open Command Prompt”, hvis I foretrækker dette.*
   2. Navigér til det directory, som Visual Studio har lavet til dit program:  
       cd C:\teknologisk\20483\Module 1\Lab 1.1\Starter\HelloWorld
   3. Alle filerne vedrørende HelloWorld solution findes her. Navigér nu yderligere til det subdirectory, som indeholder den exe-fil Visual Studio har lavet ud af dit C#-program:  
       cd HelloWorld\bin\Debug
   4. Skriv dir for at se filerne i dette directory og verificér at HelloWorld.exe findes her
   5. Kør programmet med dit navn som command-line argument og check, at der udskrives et korrekt Hello til dig:  
       HelloWorld *<<dit navn>>*
3. I stedet for at benytte denne manuelle tilgang til at teste command-line argumenter, kan man benytte Visual Studio til at hjælpe med dette, hvilket er en del mere bekvemt.
   1. Højreklik HelloWorld-projektet i Solution Explorer og vælg **Properties** i kontekstmenuen
   2. Vælg **Debug** tabben
   3. Indtast dit navn i tekstfeltet **Command line arguments** under **Start Options**, noget a la:
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* 1. Kør programmet igen uden debuggeren og verificér, at der udskrives Hello, *<<command-line argument>>* som forventet.
  2. Tryk en taste, så programmet lukker pænt.

1. Gentag Step 34 med din sidemands navn for at sikre, at alting er som det skal være. ☺
2. Gentag Step 34 ved at lave **command-line arguments** feltet tomt.
   1. Luk programmet ned med ”Close Program” eller lignende og overvej, hvorfor dette mon skete…
   2. Vi er blevet ramt af en exception, som vi vil lære at håndtere i Module 5.
   3. Indtil vi når så langt, vil vi løse vores problem med lidt defensiv programmering ved at sikre, at der gives command-line argumenter med til programmet. Dette gøres ved at tilføje en simpel if-sætning, som checker at dette er tilfældet.
3. Skriv en if-sætning omkring indholdet i Main(), således at det kun udføres, hvis der er command-line argumenter til programmet; mere præcist at args.Length er større end 0.
4. Når du er færdig, bør Main() metoden ligne

static void Main( string[] args )

{

if( args.Length > 0 )

{

Console.WriteLine( "Hello, {0}", args[ 0 ] );

}

}

1. Byg din solution igen og ret eventuelle kompileringsfejl.
2. Gentag Step 34 ved at lave **command-line arguments** feltet tomt igen.
3. Kør programmet i Visual Studio uden debuggeren
   1. Verificér at problemet er løst
   2. Luk programmet pænt ned.

## Øvelse 1.2: Debugging med Visual Studio

Formålet med denne øvelse er at køre HelloWorld-programmet fra Opgave 1.1 i Visual Studio for at skabe fortrolighed med debuggeren i Visual Studio , der er en uvurdelig og avanceret hjælp i fejlfindingssituationer. Vi ser hvordan den kan bruges til at inspicere værdier af program-variabler og endda modificere disse undervejs ved stop ved breakpoints. Til sidst ser vi kort, hvordan man kan lave betingede breakpoints, der kun pauser programudførslen under særlige omstændigheder.

### Kør programmet fra Opgave 1.1 under debuggeren

1. Start Visual Studio ved at dobbeltklikke på solution-filen i C:\teknologisk\20483\Module 1\Lab 1.2\Starter\HelloWorld. Alternativt kan Visual Studio åbnes og menupunktet **File** -> **Open** -> **Project/Solution…** benyttes.
2. Åbn Program.cs og verificér, at koden ligner noget, som du selv har skrevet i Opgave 1.1.
3. Sæt cursoren i den første linie med Console.WriteLine(…) og sæt et breakpoint med **Debug** -> **Toggle Breakpoint** i menuen (*F9*).
   1. Dette er linie 13 i Program.cs.
   2. Du kan hoppe direkte til linie 13 ved at vælge **Edit** -> **Go To…** i menuen og skrive 13 (*CTRL+G*).
4. Du vil se en rød markering i marginen af vinduet som tegn på, at der er sat et breakpoint i denne linie.
   1. Du kunne alternativt have sat selvsamme breakpoint ved at klikke på det sted, hvor breakpoint indikeringen opstår
5. Kør programmet i Visual Studio med debuggeren ved at vælge **Debug** -> **Start Debugging** i menuen (*F5*).
6. Programmet vil nu køre indtil dette breakpoint nås og programudførslen vil stoppe med en gul pil, der indikerer den aktuelle sætning som er næste, som skal udføres.

### Inspicér en variabel-værdi i debuggeren og single-step gennem programmet

1. Inspicér den aktuelle værdi af variablen name i debuggeren
   1. ***Bemærk:*** *Programmet skal på dette tidspunkt være kørende men dog pauset ved det breakpoint, som I satte ovenfor. Er programmet ikke startet og under debugging, kan Watch-vinduerne ikke ses!*
   2. Åbn Watch 1 vinduet ved at vælge **Debug** -> **Windows** -> **Watch** -> **Watch 1** i menuen (*CTRL+D, W*).
   3. I **Name**-søjlen af Watch 1 vinduet indskriv variablen name som en variabel, der skal overvåges. Dobbeltklik for at indskrive værdien.
   4. Variablen name overvåges nu. Check at dens initielle værdi vises som null i vinduet.
2. Udfør den næste linie i programmet ved at vælge **Debug** -> **Step Over** i menuen (*F10*).
   1. Kontrollér at pilen, der angiver program-tælleren, er rykket til linie 14.
3. Udfør også denne linie ved at gentageStep 8.
   1. For at kunne udføre denne linie (som jo er en Console.ReadLine( … ) ), behøver programmet dit navn som input
   2. Indtast dit navn i konsol-vinduet
   3. Verificér i Watch 1 vinduet, at værdien af name nu er skiftet til det indtastede navn. Den røde farve illustrerer, at denne værdi er ændret
   4. Check at programtælleren i Visual Studio nu peger på linie 15 som den næste linie, der skal udføres.
4. Udfør også denne linje ved at gentage Step 8.
   1. Læg mærke til, at konsol-vinduet nu indeholder den udskrevne hilsen.
5. Udfør resten af programmet under debuggeren i Visual Studio ved at vælge **Debug** -> **Continue** i menuen (*F5*).
6. Læg mærke til, at når programmet køres under debuggeren lukkes det og konsol-vinduet automatisk ned, når Main() er færdig og venter altså ikke på tastetryk fra brugeren først.

### Modificér værdier under programudførslen

1. Fjern det satte breakpoint i linie 13 ved at vælge **Debug** -> **Toggle Breakpoint** i menuen (*F9*).
   1. Alternativt – og lettere – kunne du have fjernet dette breakpoint ved at klikken på breakpoint-indikeringen i marginen
2. Sæt i stedet et nyt breakpoint i linie 15, som er den linie, der skrives hilsenen ud på skærmen.
3. Start igen programmet under debuggeren som tidligere.
4. Når du har indtastet dit navn, så ændr dette i Watch 1 til din sidemands navn.
5. Følg i konsol-vinduet, hvad der skrives ud på skærmen i denne linie
   1. Check at du ser din sidemands navn, selvom du oprindeligt indtastede dit eget navn
6. Udfør resten af programmet under debuggeren i Visual Studio .

### Lav betingede breakpoints

1. Lav det ovenfor satte breakpoint betinget
   1. Højreklik det og vælg **Condition…** i menuen
   2. Check at **Condition** samt **Is True** er valgt
   3. Indskriv  
       name == "Rafael"  
      som betingelse
   4. Klik **OK**.
2. Kør programmet under debuggeren
   1. Indskriv dit eget navn
   2. Check at programmet ikke stopper udførslen ved det satte breakpoint.
3. Kør programmet under debuggeren igen
   1. Indskriv Rafael
   2. Check at programmet rent faktisk stopper ved det satte breakpoint
   3. Udfør resten af programmet.

### Breakpoints er kun aktive under debugging

1. Kør til sidst programmet (stadig med ovenstående breakpoint) uden debugging.
   1. Check at programmet ikke stoppes ved dette – eller noget som helst andet – breakpoint uanset den indtastede værdi.

## Øvelse 1.3: Formateringer af Output (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_green.png)

Formålet med denne øvelse er at undersøge formateringerne af tal, når de udskrives med Console.WriteLine().

### Indtast et heltal og formatér det

1. Lav et projekt i Visual Studio til ny C# konsol-applikation
   1. Kald projektet ”Formatting” og
   2. Placér det i  
       C:\teknologisk\20483\Module 1\Lab 1.3\Starter
2. I Program.cs skal Main() skrives, så
   1. der indtastes et tal ind i en streng-variabel på samme måde, som jeres navne blev indtastet i Øvelse 1.1.
   2. Den indtastede streng skal konverteres til en integer. Dette kan gøres med f.eks.  
       int i = int.Parse( number );  
      hvis det forudsættes, at number indeholder den indtastede streng
      1. **Ignorér her de runtime-fejl, som kan opstå ved indtastning af tal, der ikke svarer til korrekte heltal!**
   3. Det konverterede heltal skal efterfølgende udskrives som
      1. En integer (’d’)
      2. Et tal (’n’)
      3. En valuta-enhed (’c’)
3. Byg programmet og korrigér eventuelle fejl.
4. Kør programmet og observér forskellene på de tre måder at formatere heltallet på
   1. Hvad er forskellene?
   2. Prøv både at indtaste tal mindre og større end 1000, hhv.
5. Justér på Regional Settings i det underliggende operativsystem
   1. Hvis den nuværende opsætning er da-DK, så skift til en-US
   2. Hvis den nuværende opsætning er en-US, så skift til da-DK
6. Gentag Step 4.
   1. Hvilken forskel gjorde ændringen i Regional Settings?
7. Skift Regional Settings tilbage til de oprindeligt konfigurerede værdier.

# Module 2: “Value Types and Reference Types”

## Øvelse 2.1: ”.NET Doktor”

I denne øvelse vil vi skrive et program, der kan beregne vores promille på baggrund af, hvor mange genstande vi har drukket, så vi kan tage dette program med den næste firmafest eller julefrokost. Sundhedsstyrelsens formel for beregning af promille er givet ved

hvor *k* er en fast faktor, der er 0.68 for mænd og 0.55 for kvinder. Vi vil indtaste køn og vægt via konsol-vinduet og lade programmet beregne vores promille.

Formålet med denne øvelse er at lære at lave beregningsudtryk og variabler. Derudover skabes lidt mere erfaring med gængs bruger-input og -output via konsol-vinduet.

### Beregn promille

1. Lav et projekt i Visual Studio til ny C# konsol-applikation
   1. Kald projektet ”DotNetDoktor” og
   2. Placér det i  
       C:\teknologisk\20483\Module 2\Lab 2.1\Starter
2. I Program.cs skal Main() skrives som følger
   1. Udskriv på skærmen linien "Indtast dit køn ('m'/'k'): "
   2. Lav en streng-variabel s, og indlæs en linie fra input ind i s
   3. Erklær en variabel k af typen double
   4. Hvis det første indtastede tegn er et ’m’, så sæt k til mændenes værdi. Ellers sæt k til kvindernes værdi. Brug en if-sætning til formålet.
      1. **Ignorér her og i hele resten af opgaven de runtime-fejl, som kan opstå ved forkerte indtastninger af strenge og tal!**
   5. På samme måde udskrives "Indtast din vægt [kg]: ", og der indlæses en streng ind i en variabel v
   6. Indholdet af v skal konverteres til en variabel vægt af type double. Brug sætningen

double vægt = double.Parse( v );

* 1. På samme måde igen udskrives "Indtast antal genstande: ", og der indlæses en streng ind i en variabel g
  2. Indholdet af g skal denne gang konverteres til en variabel genstande af type int
  3. Endelig kan erklæres en variabel promille af type double, der indeholder den beregnede promille efter ovennævnte formel
  4. Udskriv til sidst "Din promille er " efterfulgt af den beregnede promille udskrevet med to decimalers nøjagtighed

1. Når du er færdig, bør Main() metoden ligne

static void Main( string[] args )

{

Console.WriteLine( "Indtast dit køn ('m'/'k'): " );

string s = Console.ReadLine();

double k;

if( s[ 0 ] == 'm' )

{

k = 0.68;

}

else

{

k = 0.55;

}

Console.WriteLine( "Indtast din vægt [kg]: " );

string v = Console.ReadLine();

double vægt = double.Parse( v );

Console.WriteLine( "Indtast antal genstande: " );

string g = Console.ReadLine();

int genstande = int.Parse( g );

double promille = ( 12 \* genstande ) / ( k \* vægt );

Console.WriteLine( "Din promille er {0:f2}", promille );

}

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet og beregn jeres promille ved sidste julefrokost ☺.

## Øvelse 2.2: ”Definér en type for spillekort” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_green.png)

I denne øvelse vil vi definere og bruge en værditype, der repræsenterer et enkelt kort, som vi kender det fra et gængs kortspil.

### Definér kort-type

1. Lav et projekt i Visual Studio til ny C# konsol-applikation
   1. Kald projektet ”CardTest” og
   2. Placér det i  
       C:\teknologisk\20483\Module 2\Lab 2.2\Starter
2. Lav en ny C#-kodefil ved at højreklikke på CardTest projektet i Solution Explorer og vælge **Add** -> **Class…**  i menuen
   1. Name: Card.cs
3. Da vi ikke skal lave en klasse, skal  
    class Card  
    {  
    }

slettes først.

1. Inde i namespacet i Card.cs skal der defineres en enum type, der angiver en kulør.
   1. Kald denne type Suit
2. På samme måde laves der en enum type, der angiver kortets værdi, f.eks. Two, Ten, eller Jack.
   1. Kald denne type Rank
3. Benyt derefter Suit og Rank til at definere en struct type, Card, der angiver selve kortet.
4. Byg programmet og korrigér eventuelle fejl.

### Lav kort-variabler

1. Lav nu i Main() to lokale variabler, card1 og card2, af typen Card.
2. Initialisér dem til jeres favorit-starthånd i Hold ’Em Poker, eksempelvis
   1. ![http://www.acemag.dk/siteadmin/editor/images/cards/Qh.gif](data:image/gif;base64,R0lGODlhEQAdAMQAAP/Kyv/z8/89Pf+jo//j4/+Zmf9iYv91df/6+v+Li/+0tP/9/f8jI/8ODv+rq/8UFP98fP8GBv9bW//V1f/r6/9TU/+8vP8cHP/d3f+Dg/9paf8vL8HbxQAAAP8AAP///ywAAAAAEQAdAAAFueAnjmRpilhxJMByjsPjMY2nIS8WbQoxGZ7MaWFoAEYBwQNjClwkLlhkYKJEDiVLI1FtaD4LxwChiBSaAgbhk/AYKkbTYuCpEBYQjy1aQmg8TwJ6GTgnAQlpAhASGxYvIggEGAgUExSPmJmPeBEzjgMXHg9nJA56egwFMnoRRyMHp7GxpCJ5srJUI2W3pw8TJAgVvHpYJROhtxuXJg6dsXEvsLOYSacGmlqATJqwQpofABtr3wEAhSUhADs=)![http://www.acemag.dk/siteadmin/editor/images/cards/Qd.gif](data:image/gif;base64,R0lGODlhEQAdAMQAAP88PP/Ozv+jo//k5P9XV/9iYv+Li/+cnP/Dw/+zs/91df/9/f8NDf8kJP/6+v/q6v/t7cHbxf9paf/29v/x8f8tLf/b2/8UFP+srP+8vP8FBf97e/8cHP+EhP8AAP///ywAAAAAEQAdAAAFt+AnjmRpitahGMFyjsLlNYwnTa+lVckQFJ7OaVFgBEYUwMVionAIrtFBIzA9NIpShmGwMiSfBUbgSGgOpgmgMfgYPAWC0bQQeAiDxcZji5YcEh4cBQB8HQ4vEwZrABsEFRkvIg4DFg4QFhCSm5JHnCMYFwmfHwMNHhVtnEB8BZwHfLFVLwEysYJMJhAVt7EAFCYKvbdZJQg1wxcIJ7DDs3SssWCSD7x8FZqbWx4My5/CG6SlCg8nIQA7) eller
   2. ![http://www.acemag.dk/siteadmin/editor/images/cards/Ts.gif](data:image/gif;base64,R0lGODlhEQAdAMQAABMTE/Pz82JiYuTk5M3NzXx8fC4uLpycnISEhP39/UxMTFRUVO3t7YqKiunp6cTExNbW1lpaWpaWlqioqK6ursHbxXR0dLu7u/r6+qGhofj4+JCQkLCwsGtrawAAAP///ywAAAAAEQAdAAAFxeAnjmRpDhD2DdQEJeZHLBEDRZGgTLGDCINCBOKwRAaxg+CyOIgeCgqsJBFkFA+RY9GYkqqbBUTEEBS8o6pEQSBHEGhRlaPgiCAKp6kK6VgCH2ttJhsKDHQFhQUqJhwIDBoZAhENSDEYGgkaGAEBcTGgoaKjpB8KC6UfBx4ePKMXAKwAF6ITsawes6AZuL2tJg+3vrljJB3DvQUlEci4HSWruAYGvRklGgUAAAUIGxbaCBifIhjTpQPMHgIMoRMKwrkLFCQhADs=)![http://www.acemag.dk/siteadmin/editor/images/cards/2s.gif](data:image/gif;base64,R0lGODlhEQAdAMQAALy8vC4uLtLS0qysrOPj48vLy/v7+3t7e0xMTP39/ZycnOrq6sHBwRYWFqWlpXV1dW1tbY+Pj4SEhO3t7aGhoV9fX/Pz8wkJCdzc3FpaWsHbxff391VVVWBgYAAAAP///ywAAAAAEQAdAAAFpeAnjp+1bGQqbgkjPZGgpgBSHUhGzCvEYQYGYmDgbQYM0aLiKPJIFAQg8RwJH5aqCFOpYLSfia8ANkQQkQXBQp0ZHAhbJ0PkTRwKCkWhEDjBgIGCgzMIHIEKHhcDYAAXHh4NAFUDDZCQkjwUl5yLKgWPnJcNMiQQoqIHKRmonBApiZcBAZwUKRsHDQ0HEhEPuhIGfykGs4AErB4dC09woZAXHIwjIQA7)
3. Prøv at udskrive variablerne med Console.WriteLine(). Hvad sker der?

## Øvelse 2.3: ”.NET Doktor – Nu med promille advarsel” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_green.png)

Denne øvelse udgør en fortsættelse af promille-programmet i Øvelse 2.1.

Vi udvider programmet, så der giver en advarsel i tilfælde af, at den aktuelle promille er for høj til bilkørsel hjem. Denne opgave illustrerer kommentarer, brug af Visual Studio s hjælpefunktioner samt farver i konsol-vinduet, og der skrives et par kommentarer.

### Advar om for høj promille

1. Udvid programmet med en if-sætning en advarsel ved at gøre skriftfarven i konsol-vinduet rød under udskrift af promillen, såfremt promillen er højere end de tilladte 0.5 til bilkørsel.
   1. Den relevante property, der skal sættes er Console.ForegroundColor
   2. Brug Visual Studio til at finde ud af, hvordan det skal gøres
      1. Forslag 1: Brug **Help** -> **Index** i menuen
      2. Forslag 2: Skriv  
          Console.ForegroundColor  
         i editor-vinduet på stedet, hvor koden skal være, stil cursoren i ”ForegroundColor” og tryk F1
      3. Forslag 3: Lad IntelliSense (og kraften) guide jer..!
   3. I kan nu skrive den nødvendige if-sætning
2. Kør programmet og afgiv inputs, som giver en promille under og over, hhv., de 0.5 og test, at dit program korrekt advarer om promillen.
3. Hvis det skal være rigtigt pænt, så sørg for at sætte den eksisterende skriftfarve tilbage, når I har udskrevet promillen. Hvordan gøres dette?

### Kommentér programmet

1. Kommentér nu dit program ved at indsætte nedenstående kommentarer på de relevante steder i koden
   1. ”Indtastning af køn”
   2. ”Indtastning af vægt”
   3. ”Indtastning af antal genstande”
   4. ”Beregning af promille”
2. Test at dit program stadig kan kompilere.

## Øvelse 2.4: ”Udforsk DateTime” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.png)

I denne øvelse vil vi bruge IntelliSense og Visual Studio s hjælpesystem til udforske den indbyggede DateTime type, der – på trods af at den ikke er belønnet med sit eget keyword i C# – er en særdeles nyttig værdi-type i mange sammenhænge.

### Mål programmets udførselstid

* Undersøg hvordan DateTime hænger sammen med TimeSpan typen.
* Åbn dit promille-program fra Øvelse 2.1 eller 2.3 og brug TimeSpan til at måle hvor lang tid, det tager programmet at køre og udskriv dette inden programmet lukker ned.
* Programmet skal udskrive starttidspunktet i et specielt format givet ved  
   Programmet startede 2013-12-24 22:17:55.164
* Programmet skal derefter udskrive den forløbne tid i millisekunder, f.eks.  
   Programmet kørte 5447 millisekunder

### 

## Øvelse 2.5: ”Flere-dimensionelle arrays” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.png)

Vi vil i denne opgave konstruere initialiseringsudtryk for både to- og tre-dimensionelle arrays samt gennemløbe dem.

### Lav to-dimensionelt array af strenge

* Konstruér et 2 x 3 array af strenge med følgende indhold

|  |  |  |
| --- | --- | --- |
| Thebe | Io | Ananke |
| Ganymedes | Leda | Sinope |

* Udskriv indholdet med en foreach-løkke.

### Lav tre-dimensionelt array af heltal

* Lav et 2 x 3 x 4 array af heltal og fyld det med tallene fra 0 til 23.
* Udskriv indholdet med en foreach-løkke.

# Module 3: “Statements and Methods”

## Øvelse 3.1: ”Arrays, spillekort og iterationer”

Vi bruger i denne opgave typen Card fra Øvelse 2.2 og laver et helt sæt spillekort for at eksperimentere med arrays. Vi vil iterere gennem sættet af kort med de forskellige konstruktioner for iteration, samt bruge if- og switch-sætninger til at behandle og udskrive kortene.

### Initialisér kortspillet

1. Åbn det eksisterende Decktest projekt i Visual Studio
   1. Det findes i  
       C:\teknologisk\20483\Module 3\Lab 3.1\Starter
   2. Check implementationen af typen Card fra Øvelse 2.2
      1. Hvis du ønskes at benytte din egen implementation af Card, kan du erstatte den eksisterende implementation i Card.cs.
2. Find ”TODO 1” i koden
3. Erklær og instantiér en variabel deck til at indeholde et array af Card af længde 52
4. Når du er færdig, bør resultatet ligne

// TODO 1

Card[] deck = new Card[ 52 ];

1. Kortspillet skal nu sættes til at indeholde et komplet sæt kort. Find ”TODO 2” i koden.
   1. ***Bemærk:*** *Denne findes i en såkaldt region, der defineres med* #region *XXX* ... #endregion   
      *i kodefilen. Disse regioner kan åbnes og kollapses ved klik på firkanten ved regionens begyndelse yderst til venstre i editor-vinduet i Visual Studio*
   2. Gør ”TODO 2” synlig, såfremt den tilhørende region er kollapset.
2. Erklær og instantiér en integer-variabel indexToFill til at indeholde 0. Denne bruges til at iterere gennem deck.
3. Lav to foreach-sætninger inde i hinanden, der løber gennem alle kombinationer af værdierne, som Suit og Rank kan antage.
   1. ***Bemærk:*** *Brug ikke var i foreach-sætningerne! (Dette skyldes den teknikalitet, at Enum.GetValues() nedenfor returnerer et array af object).*
   2. Som beskrevet i [Troelsen, s. 143–145] kan man få et array af alle værdierne i enumerationerne vha. udtrykkene

Enum.GetValues( typeof( Suit ) )  
Enum.GetValues( typeof( Rank ) )

1. Sæt suit og rank (for det kort i deck som indiceres af indexToFill) til at være de ovenfor valgte i foreach sætningerne.
2. Tæl indexToFill én op.
3. Når du er færdig, bør resultatet ligne

// TODO 2

int indexToFill = 0;

foreach( Suit suit in Enum.GetValues( typeof( Suit ) ) )

{

foreach( Rank rank in Enum.GetValues( typeof( Rank ) ) )

{

deck[ indexToFill ].suit = suit;

deck[ indexToFill ].rank = rank;

indexToFill++;

}

}

1. Byg programmet og korrigér eventuelle fejl.

### Udskriv kortspillet

Vi vil nu lave et stykke kode, der udskriver hvert kort i deck med en to-bogstavs streng med rangen først. For kuløren benyttes ’c’, ’d’, ’h’ og ’s’ for klør, ruder, hjerter og spar, henholdsvis. For rang benyttes ’2’, ’3’, …, ’9’, ’T’, ’J’, ’Q’, ’K’, ’A’ for værdierne fra 2 op til es, henholdsvis.

Eksempelvis skal![http://www.acemag.dk/siteadmin/editor/images/cards/Qh.gif](data:image/gif;base64,R0lGODlhEQAdAMQAAP/Kyv/z8/89Pf+jo//j4/+Zmf9iYv91df/6+v+Li/+0tP/9/f8jI/8ODv+rq/8UFP98fP8GBv9bW//V1f/r6/9TU/+8vP8cHP/d3f+Dg/9paf8vL8HbxQAAAP8AAP///ywAAAAAEQAdAAAFueAnjmRpilhxJMByjsPjMY2nIS8WbQoxGZ7MaWFoAEYBwQNjClwkLlhkYKJEDiVLI1FtaD4LxwChiBSaAgbhk/AYKkbTYuCpEBYQjy1aQmg8TwJ6GTgnAQlpAhASGxYvIggEGAgUExSPmJmPeBEzjgMXHg9nJA56egwFMnoRRyMHp7GxpCJ5srJUI2W3pw8TJAgVvHpYJROhtxuXJg6dsXEvsLOYSacGmlqATJqwQpofABtr3wEAhSUhADs=) udskrives som ”Qh” og![http://www.acemag.dk/siteadmin/editor/images/cards/2s.gif](data:image/gif;base64,R0lGODlhEQAdAMQAALy8vC4uLtLS0qysrOPj48vLy/v7+3t7e0xMTP39/ZycnOrq6sHBwRYWFqWlpXV1dW1tbY+Pj4SEhO3t7aGhoV9fX/Pz8wkJCdzc3FpaWsHbxff391VVVWBgYAAAAP///ywAAAAAEQAdAAAFpeAnjp+1bGQqbgkjPZGgpgBSHUhGzCvEYQYGYmDgbQYM0aLiKPJIFAQg8RwJH5aqCFOpYLSfia8ANkQQkQXBQp0ZHAhbJ0PkTRwKCkWhEDjBgIGCgzMIHIEKHhcDYAAXHh4NAFUDDZCQkjwUl5yLKgWPnJcNMiQQoqIHKRmonBApiZcBAZwUKRsHDQ0HEhEPuhIGfykGs4AErB4dC09woZAXHIwjIQA7) som ”2s” osv.

1. Find ”TODO 3” i koden.
2. Lav en foreach-sætning der løber gennem alle kort i deck med variablen card af type Card. For hver iteration skal følgende gøres:
3. Erklær en karakter-variabel rankOutput. Denne vil komme til at indeholde den karakter som udgør rangen af card.
4. Brug en switch-sætning på card.rank og sæt rankOutput til den tilsvarende karakter-værdi
   1. Lad Visual Studio auto-generere skabelonen til switch’en
      1. Skriv switch og tryk TAB to gange
      2. Skriv card.rank inde i switch-parantesen og og tryk derefter TAB og pil ned.
   2. Brug lidt copy-paste til at generere resten. ☺
5. Erklær en karakter-variabel suitOutput. Denne vil komme til at indeholde den karakter som udgør kuløren af card.
6. Brug en switch-sætning på card.suit og sæt suitOutput til den tilsvarende karakter-værdi
7. Udskriv vha. Console to-bogstavs strengen for card efterfulgt af et mellemrum.
8. Når du er færdig, bør resultatet ligne

// TODO 3

foreach( Card card in deck )

{

char rankOutput;

switch( card.rank )

{

case Rank.Two:

{

rankOutput = '2';

break;

}

case Rank.Three:

{

rankOutput = '3';

break;

}

case Rank.Four:

{

rankOutput = '4';

break;

}

case Rank.Five:

{

rankOutput = '5';

break;

}

case Rank.Six:

{

rankOutput = '6';

break;

}

case Rank.Seven:

{

rankOutput = '7';

break;

}

case Rank.Eight:

{

rankOutput = '8';

break;

}

case Rank.Nine:

{

rankOutput = '9';

break;

}

case Rank.Ten:

{

rankOutput = 'T';

break;

}

case Rank.Jack:

{

rankOutput = 'J';

break;

}

case Rank.Queen:

{

rankOutput = 'Q';

break;

}

case Rank.King:

{

rankOutput = 'K';

break;

}

case Rank.Ace:

{

rankOutput = 'A';

break;

}

default:

{

rankOutput = '?';

break;

}

}

char suitOutput;

switch( card.suit )

{

case Suit.Clubs:

{

suitOutput = 'c';

break;

}

case Suit.Diamonds:

{

suitOutput = 'd';

break;

}

case Suit.Hearts:

{

suitOutput = 'h';

break;

}

case Suit.Spades:

{

suitOutput = 's';

break;

}

default:

{

suitOutput = '?';

break;

}

}

Console.Write( "{0}{1} ", rankOutput, suitOutput );

}

Console.WriteLine();

***Bemærk:*** *En alternativ løsning til 4) ville være at behandle tilfældene Rank.Two til Rank.Nine under ét ved at benytte et lidt mere avanceret trick, idet alle værdierne fra 2 til og med 9 kan håndteres fælles med sætningen* rankOutput = (char)( '2' + ( (char) card.rank ) );

*Denne løsning er implementeret i den medfølgende opgaveløsning under ”Solution”.*

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet og verificér, at alle 52 spillekort udskrives korrekt.

### Bland kortene

Vi vil nu blande kortene i sættet. En effektiv blandingsalgoritme – der dog ikke er let at lave med et fysisk spil kort ☺ – er at løbe gennem sættet og bytte hvert af kortene ud med et tilfældigt valgt kort fra resten af sættet.

1. Find ”TODO 4” i koden.
2. Først erklæres og initialiseres en generator af tilfældige tal, der i .NET er typen Random. Kald variablen random.
3. Lav dernæst en for-løkke med en integer tælle-variabel kaldet i, der løber gennem deck.
4. Inde i løkken initialiseres variablen j til at indeholde et tilfældigt tal mellem 0 og længden af deck - 1.
   1. Dette gøres vha. Next()-metoden på Random som følger  
       int j = random.Next( deck.Length );
5. Byt dernæst det Card, der findes i deck ved indeks i ud med det ved indeks j.
6. Når du er færdig, bør resultatet ligne

// TODO 4

Random random = new Random();

for( int i = 0 ; i < deck.Length ; i++ )

{

int j = random.Next( deck.Length );

Card temp = deck[ i ];

deck[ i ] = deck[ j ];

deck[ j ] = temp;

}

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet og verificér, at sættet med spillekort nu er blandet tilfældigt.

### Find Spar To

Vi vil nu benytte én af de indbyggede Array-metoder, Array.IndexOf(), til at lokalisere et specifikt kort i det blandede sæt kort.

1. Find ”TODO 5” i koden.
2. Lav en variabel deuceOfSpades af typen Card.
3. Sæt den til at være![http://www.acemag.dk/siteadmin/editor/images/cards/2s.gif](data:image/gif;base64,R0lGODlhEQAdAMQAALy8vC4uLtLS0qysrOPj48vLy/v7+3t7e0xMTP39/ZycnOrq6sHBwRYWFqWlpXV1dW1tbY+Pj4SEhO3t7aGhoV9fX/Pz8wkJCdzc3FpaWsHbxff391VVVWBgYAAAAP///ywAAAAAEQAdAAAFpeAnjp+1bGQqbgkjPZGgpgBSHUhGzCvEYQYGYmDgbQYM0aLiKPJIFAQg8RwJH5aqCFOpYLSfia8ANkQQkQXBQp0ZHAhbJ0PkTRwKCkWhEDjBgIGCgzMIHIEKHhcDYAAXHh4NAFUDDZCQkjwUl5yLKgWPnJcNMiQQoqIHKRmonBApiZcBAZwUKRsHDQ0HEhEPuhIGfykGs4AErB4dC09woZAXHIwjIQA7).
4. Find deuceOfSpades’s indeks i deck vha. Array.IndexOf().
5. Udskriv til sidst "2s er på position " efterfulgt af den beregnede position.
6. Når du er færdig, bør resultatet ligne

// TODO 5

Card deuceOfSpades;

deuceOfSpades.suit = Suit.Spades;

deuceOfSpades.rank = Rank.Two;

Console.WriteLine( "2s er på position {0}",

Array.IndexOf( deck, deuceOfSpades ) );

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet og verificér, at sættet med spillekort nu er blandet tilfældigt og at![http://www.acemag.dk/siteadmin/editor/images/cards/2s.gif](data:image/gif;base64,R0lGODlhEQAdAMQAALy8vC4uLtLS0qysrOPj48vLy/v7+3t7e0xMTP39/ZycnOrq6sHBwRYWFqWlpXV1dW1tbY+Pj4SEhO3t7aGhoV9fX/Pz8wkJCdzc3FpaWsHbxff391VVVWBgYAAAAP///ywAAAAAEQAdAAAFpeAnjp+1bGQqbgkjPZGgpgBSHUhGzCvEYQYGYmDgbQYM0aLiKPJIFAQg8RwJH5aqCFOpYLSfia8ANkQQkQXBQp0ZHAhbJ0PkTRwKCkWhEDjBgIGCgzMIHIEKHhcDYAAXHh4NAFUDDZCQkjwUl5yLKgWPnJcNMiQQoqIHKRmonBApiZcBAZwUKRsHDQ0HEhEPuhIGfykGs4AErB4dC09woZAXHIwjIQA7)er at finde på den position, der udskrives.

### Find par blandt spillekortene

Til sidst vil vi lede efter par blandt de blandede kort i deck. For at begrænse resultaterne en smule vil vi kun undersøge de første antal kort, hvor dette antal indtastes via konsol-vinduet.

1. Find ”TODO 6” i koden.
2. Lav en for-løkke med en integer tælle-variabel kaldet i, der løber gennem deck.
3. Lav indeni denne løkke en ny for-løkke med en integer tælle-variabel kaldet j, der løber gennem deck, men starter fra indeks i + 1 for ikke at tælle parrene med flere gange.
4. Sammenlign inde i den inderste for-løkke nu kortene på position i og j og udskriv nu  
    Position *i* og *j* udgør et par  
   såfremt der er tale om et par på de to positioner.
5. Når du er færdig, bør resultatet ligne

// TODO 6

Console.WriteLine( "Indtast antal kort, der skal undersøges: " );

int number = int.Parse( Console.ReadLine() );

if( number > 0 )

{

for( int i = 0 ; i < number ; i++ )

{

for( int j = i + 1; j < number ; j++ )

{

if( deck[ i ].rank == deck[ j ].rank )

{

Console.WriteLine( "Position {0} og {1} udgør et par", i, j );

}

}

}

}

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet med forskellige indtastede værdier og verificér, at de beregnede par passer med det udskrevne sæt kort samt det indtastede antal.

## Øvelse 3.2: ”Henfald af promille” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_green.png)

Denne øvelse udgør en fortsættelse af promille-programmet i Øvelse 2.3.

For at kunne estimere hvornår vi igen kan hente bilen og er ovenpå igen efter indtagelsen af de mange genstande, vil vi modificere løsningen fra Øvelse 2.3 til at udskrive ”henfaldet” af beruselsen.

Det anslås approksimativt, at promillen pr. time (indtil den når 0.0 eller under) aftager med

hvor *c* er en fast faktor, der er 0.151 for mænd og 0.097 for kvinder.

Promillen en time efter indtagelse af genstandene er altså givet som *original promille - forbrænding*, osv.

### Udskriv henfaldet af beruselsen

* Åbn det eksisterende DotNetDoktor projekt i Visual Studio fra  
   C:\teknologisk\20483\Module 3\Lab 3.2\Starter
* Modificér programmet til for hver time at udskrive teksten   
   Din promille efter *t* timer er *promille*indtil promillen beregnes til at være 0.0 (eller under).
* Hvis der er tid, så skriv – som i Øvelse 2.3 – ovenstående tekst med rødt, såfremt promillen stadig er over de tilladte 0.5 for at køre bil.

## Øvelse 3.3: ”Sortering af arrays” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.png)

Vi vil i denne undersøge sorteringer af arrays af Card.

### Sortér arrays af heltal

* Åbn det eksisterende SortingTest projekt i Visual Studio i  
   C:\teknologisk\20483\Module 3\Lab 3.3\Starter  
  der er baseret på løsningen fra Øvelse 3.1. Løsningen indeholder to regioner med
  + Et integer-array numbers
  + Et Card-array deck .
* Kør programmet og se, at en numbers udskrives usorteret.
* Lokalisér ”TODO 1: Sort numbers” og indsæt kode til at sortere numbers via System.Array metoder.
* Byg og kør dit program.
* Kontrollér at numbers nu udskrives i sorteret rækkefølge.

### Sortér arrays af Card

* Fjern regionen numbers fra koden.
* Indkommentér koden i regionen deck.
* Lokalisér ”TODO 2: Sort deck” og indsæt kode til at sortere kortene i deck via System.Array metoder.
* Byg og kør dit program.
* Hvad sker der nu? Hvorfor…?
* Lokalisér ”TODO 3: Custom sort algorithm” og indsæt kode til at sortere kortene i deck på rangen af kortene.
  + Lav sorteringen helt fra bunden ved at kode din favorit-sorteringsalgoritme på dette sted
  + Eksempelvis BubbleSort eller lignende…
* Byg og kør dit program.
* Kontrollér, at deck nu udskrives i rækkefølge sorteret på kortenes værdi.

### Bare rolig…

* De senere kapitler giver den elegante løsning på dette problem! ☺

## Øvelse 3.4: ”Find vokaler i strenge”

I denne øvelse vil vi lave to metoder, hvor den ene kalder den anden, således at vi tæller antallet af vokaler i en streng, som brugeren indtaster.

### Lav IsVowel() metoden

1. Lav et projekt i Visual Studio til ny C# konsol-applikation
   1. Kald projektet ”FindVowels” og
   2. Placér det i  
       C:\teknologisk\20483\Module 3\Lab 3.4\Starter
2. I Program.cs på linie med Main() metoden defineres en metode ved navn IsVowel
   1. Metoden skal acceptere et argument c af typen char og returnere typen bool
   2. Metoden skal være static som Main() af grunde, som vi belyser i Module 4
3. Kroppen af IsVowel() skal nu udfyldes således, at der returneres true, hvis c er en vokal og false ellers
   1. Konvertér først c til lower-case. Dette kan gøres vha.  
       char.ToLower( c )
   2. Lav dernæst en switch-sætning på den konverterede karakterværdi og lav cases for alle vokalerne.
      1. Returnér true for disse cases
      2. Returnér false ellers
4. Når du er færdig, bør resultatet ligne

static bool IsVowel(char c)

{

switch( char.ToLower( c ) )

{

case 'a':

case 'e':

case 'i':

case 'o':

case 'u':

case 'y':

case 'æ':

case 'ø':

case 'å':

return true;

default:

return false;

}

}

1. Byg programmet og korrigér eventuelle fejl.

### Lav FindVowels() metoden

1. I Program.cs på linie med Main() metoden defineres en metode ved navn FindVowels
   1. Metoden skal acceptere et argument s af typen string og returnere typen int
   2. Metoden skal ligeledes være static som Main()
2. Kroppen af FindVowels() skal nu udfyldes således, at der returneres antallet af vokaler i strengen s
   1. Lav en lokal variabel count og initialisér den til 0
   2. Benyt en foreach-sætning til at iterere gennem alle karakterer c i s
   3. Inde i loopet kaldes IsVowel() på c og count tælles én op, hvis denne metode returnerer true
   4. Slutteligt returneres count nederst i metoden.
3. Når du er færdig, bør resultatet ligne

static int FindVowels(string s)

{

int count = 0;

foreach (char c in s)

{

if (IsVowel(c))

{

count++;

}

}

return count;

}

1. Byg programmet og korrigér eventuelle fejl.

### Lav Main() metoden

1. I Program.cs skrives Main() metoden således, at der indtastes en streng via Console, som FindVowels() metoden kaldes på, hvorefter resultatet udskrives
   1. Udskriv  
       Indtast en streng:   
      på skærmen
   2. Erklær en lokal variabel input og indlæs den indtastede streng ind i denne
   3. Erklær en lokal variabel vowels og sæt den til at indeholde returværdien af FindVowels() kaldt på input
   4. Udskriv  
       Der er *vowels* vokaler i strengen ”*input*”  
      med de korrekte værdier.
   5. **Bemærk:** *Husk anførselstegnene ovenfor!*
2. Når du er færdig, bør resultatet ligne

static void Main(string[] args)

{

Console.WriteLine( "Indtast en streng: ");

string input = Console.ReadLine();

int vowels = FindVowels( input );

Console.WriteLine( "Der er {0} vokaler i strengen \"{1}\"",

vowels, input );

}

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet og afprøv det på strengene  
    Rød grød med fløde  
    Rød grød med mere FLØDE  
    Onomatopoietikon  
    ...

## Øvelse 3.5: ”Refaktorér til metoder” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_green.png)

Denne øvelse viser, hvorledes man kan udtrække metoder fra eksisterende kode. Vi vil i koden fra løsningen til Øvelse 3.1 udtrække metoder for de centrale kode-blokke.

### Lav FillDeck() metode manuelt

1. Åbn det eksisterende DeckTest projekt i Visual Studio i  
    C:\teknologisk\20483\Module 3\Lab 3.5\Starter  
   der er baseret på løsningen fra Øvelse 3.1. Løsningen indeholder et antal regioner, der er oplagte kandidater til at blive separate metoder i Program
2. Lav FillDeck() metode på linie med Main()
   1. Lokalisér ”TODO 1: Create FillDeck() method” i koden
   2. Metoden skal acceptere et argument deck af typen Card[] og returnere void
   3. Metoden skal ligeledes være static som Main()
   4. Flyt indholdet af region Fill deck of cards til metode-kroppen af FillDeck()
   5. Slet #region Fill deck of cards ... #endregion og erstat koden med et kald af FillDeck() metoden med deck
3. Når du er færdig, bør resultatet ligne

static void Main( string[] args )

{

...

// TODO 1: Create FillDeck() method

FillDeck(deck);

...

}

static void FillDeck(Card[] deck)

{

int indexToFill = 0;

foreach (Suit suit in Enum.GetValues(typeof(Suit)))

{

foreach (Rank rank in Enum.GetValues(typeof(Rank)))

{

deck[indexToFill].suit = suit;

deck[indexToFill].rank = rank;

indexToFill++;

}

}

}

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet og verificér, at programmet stadig virker på samme måde som før.

### Lav ShuffleDeck() metode automatisk

1. Lav ShuffleDeck() metode på linie med Main()
   1. Lokalisér ”TODO 2: Create ShuffleDeck() method” i koden
   2. Markér al kode i regionen, dvs. fra  
       Random random…  
      til  
       }
   3. Åbn Extract Method wizarden i Visual Studio ved at vælge **Refactor** -> **Extract Method…** i menuen.
   4. Angiv  
       ShuffleDeck  
      som metodenavn
   5. Klik ”OK”.
   6. Slet #region Shuffle deck ... #endregion
2. Når du er færdig, bør resultatet ligne

static void Main( string[] args )

{

...

// TODO 1: Create FillDeck() method

FillDeck(deck);

// TODO 2: Create ShuffleDeck() method

ShuffleDeck(deck);

...

}

private static void ShuffleDeck(Card[] deck)

{

Random random = new Random();

for (int i = 0; i < deck.Length; i++)

{

int j = random.Next(deck.Length);

Card temp = deck[i];

deck[i] = deck[j];

deck[j] = temp;

}

}

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet og verificér, at programmet stadig virker på samme måde som før.

### Lav de resterende metoder

Brug valgfrit enten den manuelle eller den automatisk fremgangsmåde til at udtrække de resterende tre metoder:

* OutputDeck()
* FindCard()
  + Metode-kroppen skal kun bestå af den ene linie med Console.WriteLine()
  + Rename bagefter deuceOfSpades til noget mere sigende i metode-headeren
  1. Dette kan gøre ved at vælge **Refactor** -> **Rename…** i menuen (eller via højrekliks-menuen)
* FindPairs()
  1. Metode-kroppen skal indeholde fra  
      if( number > 0 )  
     til  
      }

### Spørgsmål

* Hvordan håndteres yderligere parametre i de to forskellige fremgangsmåder?
  + Hvad sker der ved FindCard()?
  + Hvad sker der ved FindPairs()?
* Hvilken metode foretrækker du?

## Øvelse 3.6: ”Metoder med optional og named parametre” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_green.png)

Formålet med denne øvelse er på et simpelt eksempel at vise, hvorledes optional og named parametre kan benyttes i C#. Vi vil lave et simpelt veksleprogram, hvor et beløb i en givet valuta kan indtastes sammen med en vekslekurs for denne (eks. EUR eller USD), hvorefter programmet beregner det tilsvarende beløb i DKK.

### Lav ComputeCurrency() metode

1. Lav et projekt i Visual Studio til ny C# konsol-applikation
   1. Kald projektet ”Currency” og
   2. Placér det i  
       C:\teknologisk\20483\Module 3\Lab 3.6\Starter
2. I Program.cs på linie med Main() metoden defineres en metode ved navn ComputeCurrency
   1. Metoden skal acceptere et første argument amount af typen double
   2. Metoden skal acceptere et andet argument rate af typen double
   3. Metoden skal returnere en værdi af typen double
   4. Metoden skal være static som Main() af grunde, som vi belyser i Module 6.
3. Kroppen af ComputeCurrency() skal nu udfyldes således, at der returneres værdien af beløbet i amount konverteret med en valutakurs svarende til værdien af rate.
4. Når du er færdig, bør resultatet ligne

static double ComputeCurrency( double amount, double rate )

{

return amount \* rate;

}

1. Lav kode i Main() til at teste, hvad USD 50 svarer til i DKK ved en vekslekurs på 5,7781.
2. Når du er færdig, bør resultatet ligne

static void Main( string[] args )

{

Console.WriteLine( ComputeCurrency( 50, 5.7781 ) );

}

1. Kør programmet og test at din løsning er korrekt.

### Lav parametrene i ComputeCurrency() optional

1. Modificér ComputeCurrency(), således at
   1. amount er optional med en default-værdien værende 100,00, som sædvanligvis er standardbeløbet man sammenligner valutaer i.
   2. rate er optional med en default-værdien værende 7,4520, der er raten for EUR, som vi vil lade være default-valuaten.
2. Når du er færdig, bør resultatet ligne

static double ComputeCurrency( double amount = 100.00,

double rate = 7.4520 )

{

return amount \* rate;

}

1. Lav den letteste og pæneste kode i Main() til at teste,
   1. hvad 200 GPB til kurs 8,9011 svarer til i DKK.
   2. hvad 50 enheder i default-valutaen svarer til i DKK.
   3. hvad et default antal enheder i default-valutaen svarer til i DKK.
2. Når du er færdig, bør resultatet ligne

static void Main( string[] args )

{

Console.WriteLine( ComputeCurrency( 200, 8.9011 ) );

Console.WriteLine( ComputeCurrency( 50 ) );

Console.WriteLine( ComputeCurrency() );

}

1. Kør programmet og test at din løsning er korrekt.

### Brug named parametre i ComputeCurrency()

1. Lav nu den letteste og pæneste kode i Main() til at teste,
   1. Hvad et default antal enheder i GBP til kurs 8,9011 svarer til i DKK.
2. Når du er færdig, bør resultatet ligne

static void Main( string[] args )

{

Console.WriteLine( ComputeCurrency( rate: 8.9011 ) );

}

1. Kør programmet og test at din løsning er korrekt.

### Hvis du har lyst…

… så kan du lave ComputeCurrency() metoden om til at returnere en streng indeholdende en korrekt formatteret valuta-streng i stedet for at returnere en double med beløbet.

* Brug string.Format() med ”c” til at lave en korrekt udskrivning af det korrekte beløb med valuta-indiktation og to decimaler.

## Øvelse 3.7: ”Metoder med reference-parametre” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_green.png)

Formålet med denne øvelse er at illustrere, hvorledes reference-parametre virker i C#.

### Lav Swap() metode

1. Åbn det eksisterende SwapTest projekt i Visual Studio i  
    C:\teknologisk\20483\Module 3\Lab 3.7\Starter  
   som indeholder kode i Main(), der tester en endnu ikke defineret metode kaldet Swap().
2. Udfyld kroppen af Swap(), så den bytter værdierne af i og j om.
3. Hvad sker der, når du kører programmet? Hvorfor?

### Modificér Swap() metode

1. Modificér programmet, så Swap() rent faktisk lever op til sit navn
   1. Hvad skal der ændres?
2. Kør programmet og test at din løsning er korrekt.

### Lav en Vat() metode

1. Tilføj til programmet en metode Vat(), der accepterer et array af tal og lægger 25% til hver af indgangene
   1. Ligesom i Swap() med reference modifier skal effekten af metoden været bevaret selv efter kaldet af Vat()
   2. Hvilken modifier skal Vat() mon have? Hvorfor?
   3. Kan foreach bruges? Hvorfor (ikke)?
   4. ***Bemærk:*** *Der skal ikke bruges params i denne opgave! ☺*
2. Kør programmet og test at din løsning opfylder kravene.

## Øvelse 3.8: ”Average() med variablet antal argumenter” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_green.png)

Denne øvelse viser, hvorledes man kan lave metoder med et variabelt antal argumenter vha. params i C#.

### Lav Average() metode

* Lav et projekt i Visual Studio til ny C# konsol-applikation kaldet ”ComputeAverage”
  + Placér det i  
     C:\teknologisk\20483\Module 3\Lab 3.8\Starter
* Lav en metode Average() i Program-klassen med egenskaberne
  + Average() skal kunne kaldes med et vilkårligt antal argumenter
  + Average( 1.76, 3.14 ) returnerer 2,45
  + Average( 42, 87, 112, 176 ) returnerer 104,25
  + Average( ) returnerer 0
* Test din metode fra Main() med følgende kode

static void Main( string[] args )

{

Console.WriteLine( Average( 42, 87, 112, 176 ) );

Console.WriteLine( Average( 1.76, 3.14 ) );

Console.WriteLine( Average() );

}

## Øvelse 3.9: ”Fibonacci-tal” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.png)

Denne øvelse beskæftiger sig med rekursive metoder, der er gode løsninger til induktivt definerede problemer.

Fibonacci-tallene er en talrække, hvor hvert element er defineret ud fra de to foregående elementer i rækken. Mere præcist er det *i*’te Fibonacci-tal for *i*  ≥ 0 defineret ved

* Fib( 0 ) = 0
* Fib( 1 ) = 1
* Fib ( *i* ) = Fib( *i* - 2 ) + Fib ( *i* - 1 ) , for *i* ≥ 2.

### Lav Fib() metode

* Lav en rekursiv Fib() metode ud fra ovenstående definition.
* Test din metode ved at checke, at Fib( 10 ) = 55.
* Prøv din metode med forskellige inputs, eksempelvis 10, 20, 30, 40, 50, …
  + Hvad sker der? Hvorfor?

### Lav forbedret Fib() metode

* Set i lyset af erfaringerne gjort ovenfor, hvordan kunne Fib() så modificeres til at være usandsynligt meget mere effektiv?
* Implementér en sådan løsning og afprøv den med forskellige inputs, eksempelvis 10, 20, 30, 40, 50, …, 100, 500, 1000, …

Hvad er konklusionen på denne opgave? ☺

## Øvelse 3.10: ”Erathostenes’ Si” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_red.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_red.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_red.png)

Denne øvelse går ud på at implementere en legendarisk metode til at finde alle primtal mindre end eller lig med et givet tal. Metoden går under navnet Erathostenes’ Si, da den blev udtænkt ca. år 200 før kristus af den græske Erathosthenes af Cyrene, der var både matematiker, digter, astronom og atlet. (dengang kunne de nogle ting! ☺)

Hans metode til at finde alle primtal mindre end eller lig med et givet heltal *n* udgøres af følgende skridt:

1. Lav en sorteret liste af tallene fra 2, 3, 4, …, *n*
2. Initielt sættes *p* = 2 (som er det første primtal)
3. Streg i listen alle tal ud, som er multipla af *p* (og ≤ *n*)
4. Find det første tilbageværende tal i listen, som er større end *p*
   1. Dette tal – kald dette *q* – er det næste primtal
   2. Sæt nu *p* = *q*
   3. Hop tilbage til 3) + 4), hvis *p*² ≤ n
      1. Ellers gå videre til 5)
5. De tilbageværende tal i listen er algoritmens output: alle primtal ≤ *n*

### Implementér metoden

Opgaven er nu at implementere Erathostenes’ algoritme i form af en C# metode Erathosthenes().

# Module 4: “Object-oriented Programming in C#”

## Øvelse 4.1: ”BankAccount”

I denne øvelse vil vi lave vores første objekt-orienterede udvikling ved at fabrikere en klasse BankAccount, der modellerer en bank-konto, som vi kender den. Vi vil udstyre den med constructors, instans-metoder samt members.

### Lav BankAccount-klassen

1. Lav et projekt i Visual Studio til ny C# konsol-applikation
   1. Kald projektet ”OOP” og
   2. Placér det i  
       C:\teknologisk\20483\Module 4\Lab 4.1\Starter
2. Tilføj en ny fil ”BankAccount.cs”
   1. Højreklik OOP
   2. Vælg **Add** -> **Class…**
   3. Kald filen ”BankAccount.cs”
   4. Klik **Add**.
3. Lav BankAccount-klassen public og tilføj to member variable, der skal være private
   1. \_accountNumber, der er af type int
   2. \_balance, der er af type decimal.
4. Tilføj først en public constructor BankAccount(), der accepterer to argumenter og gemmer disse i de tilhørende member variabler
   1. accountNumber, der er af type int
   2. initialBalance, der er af type decimal.
5. Tilføj dernæst en public constructor BankAccount(), der accepterer ét argument og kalder den første constructor ovenfor med 0 som balance
   1. accountNumber, der er af type int
6. Når du er færdig, bør resultatet ligne

public class BankAccount

{

private int \_accountNumber;

private decimal \_balance;

public BankAccount(int accountNumber) : this( accountNumber, 0 )

{

}

public BankAccount(int accountNumber, decimal initialBalance)

{

\_accountNumber = accountNumber;

\_balance = initialBalance;

}

}

1. Byg programmet og korrigér eventuelle fejl.

### Tilføj metoder til BankAccount

1. Tilføj først en metode GetBalance(), der ikke tager argumenter, men returnerer en decimal som udgør kontoens saldo.
2. Tilføj dernæst en metode Deposit(), der accepterer ét argument
   1. amount, der er af type decimal.

I metode-kroppen skal amount lægges til kontoens saldo.

1. Tilføj dernæst en metode Withdraw(), der accepterer ét argument
   1. amount, der er af type decimal.

Metode skal returnere en værdi af type bool.

* Hvis der er nok penge på kontoen, fratrækkes amount fra saldoen, og der returneres true.
* Hvis ikke, foretages der ingen justeringer, og der returneres false.

1. Når du er færdig, bør resultatet ligne

public decimal GetBalance()

{

return \_balance;

}

public void Deposit(decimal amount)

{

\_balance += amount;

}

public bool Withdraw(decimal amount)

{

if (\_balance >= amount)

{

\_balance -= amount;

return true;

}

return false;

}

1. Byg programmet og korrigér eventuelle fejl.

### Afprøv BankAccount

1. I Program.cs skal Main() skrives, så
   1. Der oprettes en BankAccount med kontonummer 123456 med initielt 176 kr. på.
   2. Der indsættes 87 kr. på kontoen.
   3. Saldoen udskrives vha. Console.
2. Når du er færdig, bør resultatet ligne

static void Main(string[] args)

{

BankAccount account = new BankAccount(123456, 176);

account.Deposit(87);

Console.WriteLine( account.GetBalance() );

}

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet og verificér, at 263 udskrives.

## Øvelse 4.2: ”Cross-language Objects” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_green.png)

I denne opgave illustreres det, hvordan man fra C# kan kalde metoder på klasser, der er udviklet i andre .NET sprog som eksempelvis VB.NET.

### Brug klasser fra C#

1. Åbn det eksisterende CrossLanguageObjects projekt i Visual Studio i  
    C:\teknologisk\20483\Module 4\Lab 4.2\Starter .
2. Verificér, at denne solution indeholder to forskellige projekter
   1. Vb, der et class library skrevet i .NET-sproget VB.NET
   2. Hello, der er en almindelig konsol-applikation skrevet i C#.
3. Verificér, at der i Vb i namespacet af samme navn indeholder en klasse Greetings med en metode Hello(), der returnerer en streng men ikke tager nogen parametre.
4. Byg din solution, så Vb bygges og kan refereres.
5. Der skal nu laves kode til at kalde denne metode fra Main() i Hello-projektet
   1. Tilføj en reference fra Hello-projektet til Vb-projektet
      1. Højre-klik **References** i Solution Explorer
      2. Vælg **Add Reference…**
      3. Vælg **Projects** tabben
      4. Dobbeltklik Vb i listen
   2. Lokalisér ”TODO 1: Invoke method on VB.NET class” i Hello-projektet
   3. Lav en instans af Vb.Greetings klassen.
   4. Kald Hello() på dette objekt og udskriv resultatet vha. Console.
6. Byg programmet og korrigér eventuelle fejl.
7. Kør programmet og check at den korrekte hilsen fra VB.NET udskrives.

### Undersøg integrationen af .NET-sprogene

1. Lokalisér ”TODO 2: Modify” i Vb.
2. Prøv at ændre den returnerede værdi til noget andet.
3. Byg programmet og korrigér eventuelle fejl.
4. Kør programmet og check, at den nye hilsen fra VB.NET udskrives.
5. Prøv til sidst at sætte et breakpoints i Main() i Hello i linien med kaldet til Vb
   * Verificér at man vha. debuggeren i Visual Studio kan steppe med ned i koden i projektet, selvom det er skrevet i et andet sprog.

## Øvelse 4.3: ”Properties”

I denne øvelse vil vi fortsætte BankAccount-eksemplet fra Øvelse 4.1, idet vil vi gøre indkapslingen bedre ved at benytte properties i stedet for metoder som tilgang til de forskellige member variabler.

### Lav saldo property

1. Åbn det eksisterende OOP projekt i Visual Studio i  
    C:\teknologisk\20483\Module 4\Lab 4.3\Starter  
   som indeholder løsningen fra Øvelse 4.1.
2. Saldoen er en oplagt kandidat til en property.
3. Lav \_balance til en property af type decimal, der hedder Balance
   1. get skal være public
   2. set skal være private
4. Metoden GetBalance() er nu overflødig og skal fjernes.
5. Justér resten af BankAccount samt Main()-metoden, således at Balance alle steder benyttes som property i stedet for member variabel og metode-kald. (NB: Dog ikke i kroppen af propertyens get og set).
6. Når du er færdig, bør resultatet ligne

static void Main(string[] args)

{

BankAccount account = new BankAccount(123456, 176);

account.Deposit(87);

Console.WriteLine( account.Balance );

}

public class BankAccount

{

public BankAccount(int accountNumber) : this( accountNumber, 0 )

{

}

public BankAccount(int accountNumber, decimal initialBalance)

{

\_accountNumber = accountNumber;

Balance = initialBalance;

}

public void Deposit(decimal amount)

{

Balance += amount;

}

public bool Withdraw(decimal amount)

{

if (Balance >= amount)

{

Balance -= amount;

return true;

}

return false;

}

return true;

}

return false;

}

private int \_accountNumber;

public decimal Balance

{

get

{

return \_balance;

}

private set

{

\_balance = value;

}

}

private decimal \_balance;

}

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet og verificér, at 263 stadig korrekt udskrives.

### Lav kontonummer property

På samme vis som ovenfor bør \_accountNumber laves til en property. Du kan få god hjælp af Visual Studio .

1. Lav BankAccount.\_accountNumber til en property som beskrevet ovenfor
   1. Højreklik \_accountNumber, hvor den er erklæret
   2. Vælg **Refactor**
   3. Vælg **Encapsulate Field…**
   4. Klik **OK**.
2. Omrokér koden lidt, hvis du synes, at det er pænere. Justér synligheden af propertyen
   1. get skal være public
   2. set skal være private
3. Når du er færdig, bør resultatet ligne

public BankAccount(int accountNumber) : this( accountNumber, 0 )

{

}

public BankAccount(int accountNumber, decimal initialBalance)

{

AccountNumber = accountNumber;

Balance = initialBalance;

}

...

public int AccountNumber

{

get

{

return \_accountNumber;

}

private set

{

\_accountNumber = value;

}

}

private int \_accountNumber;

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet og verificér, at 263 stadig korrekt udskrives.

### Lav om til automatiske properties

De to properties kunne have været lavet som automatiske properties.

1. Lav til sidst AccountNumber og Balance om til automatiske properties.
2. Når du er færdig, bør resultatet ligne

public int AccountNumber { get; private set; }  
public decimal Balance { get; private set; }

1. Byg programmet og korrigér eventuelle fejl.

Kør programmet og verificér for allersidste gang, at 263 stadig korrekt udskrives.

## Øvelse 4.4: ”Statiske klasser, metoder og data” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_green.png)

Denne øvelse er en fortsættelse af BankAccount-klassen fra Øvelse 4.3. Vi vil her arbejde med statiske aspekter af klasser. Først lave statiske data og metode på BankAccount, hvorefter der laves en statisk hjælpeklasse Bank.

### Lav static counter og metode for næste kontonummer

1. Åbn det eksisterende OOP projekt i Visual Studio i  
    C:\teknologisk\20483\Module 4\Lab 4.4\Starter  
   som indeholder løsningen fra Øvelse 4.3.
2. Tilføj til BankAccount en private static variabel af typen int og kald den s\_NextAccountNumber.
3. Lav en private static metode GetNextAccountNumber(), der ikke accepterer argumenter, men returnerer s\_NextAccountNumber og tæller den op.
4. Fjern int accountNumber argumentet fra de to constructors i BankAccount , da kontonummeret nu skal automatisk beregnes.
5. Sørg for, at disse constructors nu benytter GetNextAccountNumber() til at sætte AccountNumber på nyskabte instanser af BankAccount.
6. Når du er færdig, bør resultatet ligne

private static int s\_NextAccountNumber;

private static int GetNextAccountNumber()

{

return s\_NextAccountNumber++;

}

public BankAccount() : this( 0 )

{

}

public BankAccount(decimal initialBalance)

{

AccountNumber = GetNextAccountNumber();

Balance = initialBalance;

}

1. Ret Main() til at reflektere disse ændringer.
2. Udvid koden i Main() til at udskrive account.AccountNumber.
3. Når du er færdig, bør resultatet ligne

static void Main(string[] args)

{

BankAccount account = new BankAccount(176);

Console.WriteLine(account.AccountNumber);

account.Deposit(87);

Console.WriteLine( account.Balance );

}

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet
   1. Verificér, at 263 stadig korrekt udskrives.
   2. Hvad sker der med kontonummeret?

### Lav static constructor for BankAccount

1. Lav en static constructor i BankAccount, der sørger for, at kontonumrene starter fra 100000.
2. Når du er færdig, bør resultatet ligne

static BankAccount()

{

s\_NextAccountNumber = 100000;

}

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet og verificér, at kontonummeret er korrekt.

### Lav static hjælpeklasse Bank

1. Tilføj på samme måde som i Øvelse 4.1 en ny klasse Bank ved at tilføje en ny fil Bank.cs.
2. Lav Bank static.
3. Tilføj til Bank en public static metode CreateAccount(), der accepterer ét argument initialAmount af type decimal, og returnerer et nyskabt BankAccount objekt med initialAmount som saldo.
4. Tilføj til Bank en public static metode TransferFunds(), der accepterer tre argumenter
   1. from af type BankAccount
   2. amount af type decimal
   3. to af type BankAccount

Metoden skal overføre amount fra from-kontoen til to-kontoen. Hvis dette er muligt, returneres true, og false ellers.

1. Når du er færdig, bør resultatet ligne

static class Bank

{

public static BankAccount CreateAccount( decimal initialAmount )

{

return new BankAccount(initialAmount);

}

public static bool TransferFunds( BankAccount from, decimal amount,  
 BankAccount to )

{

if (from.Withdraw(amount))

{

to.Deposit(amount);

return true;

}

return false;

}

}

1. Byg programmet og korrigér eventuelle fejl.
2. Omskriv Main() til at afprøve Bank og dens metoder.
3. Når du er færdig, kunne resultatet eventuelt ligne

static void Main(string[] args)

{

BankAccount account = Bank.CreateAccount(176);

BankAccount otherAccount = Bank.CreateAccount(1024);

if (Bank.TransferFunds(otherAccount, 555, account))

{

Console.WriteLine("Transferred funds from {0} to {1}",

otherAccount.AccountNumber, account.AccountNumber);

Console.WriteLine("{0} now contains {1}",

account.AccountNumber, account.Balance);

Console.WriteLine("{0} now contains {1}",

otherAccount.AccountNumber, otherAccount.Balance);

}

}

}

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet og se veltilfreds på, at alt fungerer perfekt… ☺

**Notér: Man burde have en hjælpemetode til at udskrive indholdet af et BankAccount objekt. Én mulighed er at lave endnu en hjælpemetode i Bank. Dette er dog ikke den helt rigtige løsning, som vi skal se i Øvelse 4.8…**

## Øvelse 4.5: ”Rekursive datatyper” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.png)

I denne opgave vil vi beskæftige os med rekursive datatyper. Vi vil lave en klasse Node, der selv kan referere instanser af Node. ***Bemærk*** *at structs i C# ikke er tilladt at være rekursive!*

Node skal udgøre knuderne i et binært træ, som for eksempel

42

87 256

112 176

Hver af knuderne i træet har en heltalsværdi, der kan repræsenteres som en int.

### Lav Node() klassen

* Definér klassen Node.
* Lav to constructors
  + Én der accepterer et heltal, der er knudens værdi
  + Én der accepterer et heltal samt to instanser af Node
  + Brug constructor chaining!

### Lav binært træ

* Lav en variabel node af type Node.
* Skriv et udtryk, der sætter node til at indeholde det binære træ afbildet ovenfor.

### Udskriv træet

* Lav en metode Print() på Node-klassen, der gennemløber træet og udskriver værdierne i knuderne.
* Test din metode på node defineret ovenfor
  + Den udskrevne sekvens af værdierfor node.Print() skal være 42, 87, 112, 176, 256.

### Alternativ udskrift

Gennemløbet af træet, som du lavede ovenfor, kaldes et *prefix-gennemløb*.

* Overvej hvordan du kan lave en alternativt Print() metode, så den udskrevne sekvens bliver 112, 176, 87, 256, 42.

## Øvelse 4.6: “Nedarvning og klasse-hierarkier”

I denne opgave vil vi beskæftige os med nedarvning og hierarkier af klasser, der modellerer geometriske begreber. Vi vil forsyne disse med virtuelle properties og metoder og overskrive disse passende ned gennem hierarkiet.

### Lav Shape klasse

1. Lav et projekt i Visual Studio til ny C# konsol-applikation
   1. Kald projektet ”Shapes” og
   2. Placér det i  
       C:\teknologisk\20483\Module 4\Lab 4.6\Starter
2. Tilføj en ny fil ”Shape.cs”.
3. Lav her en abstract klasse Shape
   1. Shape skal indeholde en enkelt abstract og public property Area af type double med en get.
4. Når du er færdig, bør resultatet ligne

.

abstract class Shape

{

abstract public double Area { get; }

}

1. Byg programmet og korrigér eventuelle fejl.

### Lav Circle klasse

1. Tilføj en ny fil ”Circle.cs”.
2. Lav her en klasse Circle, der arver fra Shape
   1. Circle skal have en automatisk property Radius af typen double med en public get og en protected set.
   2. Circle skal have en constructor, der accepterer et argument radius af typen double og sætter den tilsvarende property.
   3. Circle skal desuden overskrive Area’s get til at returnere det beregnede areal af cirklen
      1. Tip: En cirkels areal er π*r*², hvor *r* er radius. Benyt Math-klassen til at få en værdi for π.
3. Når du er færdig, bør resultatet ligne

.

class Circle : Shape

{

public double Radius { get; protected set; }

public Circle(double radius)

{

Radius = radius;

}

public override double Area

{

get

{

return Math.PI \* Radius \* Radius;

}

}

}

1. Byg programmet og korrigér eventuelle fejl.

### Lav Square klasse

1. Tilføj en ny fil ”Square.cs”.
2. Lav her en klasse Square, der ligeledes arver fra Shape
   1. Square skal have en automatisk property Width af typen double med en public get og en protected set.
   2. Square skal have en constructor, der accepterer et argument width af typen double og sætter den tilsvarende property.
   3. Square skal desuden overskrive Area’s get til at returnere det beregnede areal af kvadratet
      1. Tip: En kvadrats areal er *s*², hvor *s* er sidelængden.
3. Når du er færdig, bør resultatet ligne

.

class Square : Shape

{

public double Width { get; protected set; }

public Square( double width )

{

Width = width;

}

public override double Area

{

get

{

return Width \* Width;

}

}

}

1. Byg programmet og korrigér eventuelle fejl.

### Beregn arealer for forskellige Shapes

1. I Program.cs skal Main() skrives, så
   1. Der oprettes et array af Shape objekter kaldet shapes indeholdende
      1. En Circle med radius 3
      2. En Square med sidelængde 4
      3. En Square med sidelængde 5
   2. Der skal itereres gennem shapes og for hver Shape udskrives følgende  
      Arealet af *shape* er *areal*
2. Når du er færdig, bør resultatet ligne

.

static void Main(string[] args)

{

Shape[] shapes = { new Circle(3), new Square(4), new Square(5) };

foreach (Shape shape in shapes)

{

Console.WriteLine( "Arealet af {0} er {1}",

shape,

shape.Area );

}

}

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet og verificér, at programmet udskriver de korrekte værdier for areal
   1. Notér dig, at dette er polymorfi i fuld flor! ☺
3. Hvad skrives der for *shape*? Hvorfor…?

### Overskriv ToString() for de forskellige Shapes

1. Overskriv ToString() for Circle til at skrive  
    Cirkel med Radius *radius*
2. Overskriv ToString() for Square til at skrive

Kvadrat med Sidelængde *width*

1. Når du er færdig, bør resultatet ligne

class Circle : Shape

{

...

public override string ToString()

{

return "Cirkel med Radius " + Radius;

}

...

}

class Square : Shape

{

...

public override string ToString()

{

return "Kvadrat med Sidelængde " + Width;

}

...

}

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet og verificér, at programmet nu udskriver de korrekte værdier for både objekt og areal.

### Tilføj en Rectangle

1. Tilføj på samme måde en Rectangle-klasse, der arver fra Square
   1. Tilføj en \_height property.
   2. Lav en constructor, der accepterer to argumenter width og height.
      1. Sørg for at Square’s constructor kaldes med width
   3. Overskriv igen ToString() passende
   4. Overskriv igen Area’s get passende
2. Når du er færdig, bør resultatet ligne

class Rectangle : Square

{

public double Height { get; protected set; }

public Rectangle( double width, double height ) : base( width )

{

Height = height;

}

public override string ToString()

{

return string.Format( "Rektangel med Sidelængder {0} og {1}",

Width,

Height );

}

public override double Area

{

get

{

return Width \* Height;

}

}

}

1. Tilføj til shapes i Main() en Rectangle med sidelængderne 6 og 7.
2. Når du er færdig, bør resultatet ligne

Shape[] shapes = { new Circle(3), new Square(4), new Square(5),

new Rectangle(6,7) };

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet og verificér, at programmet nu udskriver de korrekte værdier for både objekt og areal.
   1. Læg mærke til, at Main() udover ovenstående tilføjelse slet ikke skulle ændres..!

### Hvis du har masser af energi…

…så kan du selv udvide applikationen med flere geometriske figurer.

Prøv for eksempel at kigge på listen på <http://www.mathsisfun.com/area.html> og slå dig løs! ☺

## Øvelse 4.7 ”Nedarvning af klasser i andre sprog” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_green.png)

Denne øvelse illustrerer hvorledes man kan nedarve klasser fra andre .NET-sprog og overskrive virtuelle metoder.

Dette er en fortsættelse af Øvelse 4.2, hvor vi lavede objekter af klasser skrevet i VB.NET og kaldte metoder på dem. Hvis du ikke fik prøvet kræfter med denne opgave, så kig kort pointerne i Øvelse 4.2 igennem først. Hvis muligt, løs hele Øvelse 4.2…

### Indledning

1. Åbn det eksisterende CrossLanguageObjects projekt i Visual Studio i  
    C:\teknologisk\20483\Module 4\Lab 4.7\Starter .
2. Verificér, at denne solution indeholder to forskellige projekter
   1. Vb, der et class library skrevet i .NET-sproget VB.NET
   2. Hello, der er en almindelig konsol-applikation skrevet i C#.
3. Kør programmet og check, at den korrekte hilsen fra VB.NET udskrives.

### Nedarvning og overskrivning af Hello()

1. Vb.Greetings skal nu nedarves og Hello() metoden skal overskrives
   1. Lokalisér ”TODO 1: Inherit from Vb.Greetings” i Greetings.cs.
   2. Tilføj en C# klasse Greetings, der nedarver VB.NET-klassen.
   3. Overskriv Hello() metoden i Greetings, således at den returnerer den oprindelige hilsen fra Vb.Greetings påklistret et tidsstempel fra kaldtidspunktet.
      1. DateTime.Now.ToLongTimeString() udgør et sådant tidsstempel
2. Når du er færdig, bør resultatet ligne

.

// TODO 1: Inherit from Vb.Greetings

class Greetings : Vb.Greetings

{

public override string Hello()

{

return base.Hello() + " " + DateTime.Now.ToLongTimeString();

}

}

1. Byg programmet og korrigér eventuelle fejl.
2. Herefter skal der laves en instans af den nye C# Greetings-klasse og Hello() skal kaldes.
   1. Fjern de to linier med det eksisterende kald til Hello() på Vb.Greetings.
   2. Lav en ny instans af Greetings i en lokal variabel csGreetings.
   3. Udskriv resultatet af csGreetings.Hello().
3. Når du er færdig, bør resultatet ligne

.

static void Main(string[] args)

{

// TODO 2: Invoke overridden Hello() method

Greetings csGreetings = new Greetings();

Console.WriteLine( csGreetings.Hello() );

}

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet og verificér, at den oprindelige hilsen fra VB.NET udskrives efterfulgt af det aktuelle tidspunkt.

### Lidt eksperimenter…

1. Prøv at ændre den returnerede værdi i Vb til noget andet.
2. Kør programmet og verificér, at den modificerede hilsen fra VB.NET udskrives efterfulgt af det aktuelle tidspunkt.

## Øvelse 4.8 ”Pæn udskrivning af BankAccount” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.png)

Hvis du syntes, at det gjorde ondt i hjertet i Øvelse 4.4 at skrive ting som  
  
ja, så havde du helt ret. Man bør ikke gentage sådan formateringskode igen og igen.

Console.WriteLine("{0} now contains {1}",

account.AccountNumber, account.Balance);

Console.WriteLine("{0} now contains {1}",

otherAccount.AccountNumber, otherAccount.Balance);

* Åbn det eksisterende OOP projekt i Visual Studio i  
   C:\teknologisk\20483\Module 4\Lab 4.8\Starter  
  hvilket indeholder løsningen til Øvelse 4.4.
* Overskriv BankAccount.ToString() passende, så du igen kan sove trygt om natten…
* Modificér Main() til at udskrive objekterne direkte.

## Øvelse 4.9 ”Virtual vs. new” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_red.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_red.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_red.png)

Betragt følgende klasse-definitioner:

class A

{

public virtual void M()

{

Console.WriteLine("A");

}

}

class B : A

{

public override void M()

{

Console.WriteLine("B");

}

}

class C : B

{

new public virtual void M()

{

Console.WriteLine("C");

}

}

class D : C

{

public override void M()

{

Console.WriteLine("D");

}

}

class Program

{

public static void Main()

{

D d = new D();

C c = d;

B b = c;

A a = b;

d.M();

c.M();

b.M();

a.M();

}

}

* Tænk over – uden at køre programmet!! – hvad ovenstående program mon udskriver ?
  + Hvorfor?
* Samme spørgsmål i det tilfælde, hvor alle fire M() metoder var erklæret virtual?
* Samme spørgsmål i det tilfælde, hvor alle fire M() metoder var erklæret new…?

## Øvelse 4.10: ”Boxing og unboxing”

* Åbn programmet Boxing i  
   C:\teknologisk\20483\Module 4\Lab 4.10\Starter .
* Fuldend linien  
    
  således at programmet unboxer refVal korrekt og ikke kaster nogle exceptions.

int newVal = ...;

# Module 5: “Structured Exception Handling”

## Øvelse 5.1: ”Exception-håndtering i Bank”

I denne øvelse vil vi igen modificere BankAccount-eksemplet fra Module 4 til at indeholde exception-håndtering. Programmet, der skal modificeres, tager udgangspunkt i løsningerne fra Øvelse 4.4 og Øvelse 4.8.

### Indtast beløb

Programmet, som det foreligger nu, flytter det faste beløb 555 kr. fra den ene BankAccount til den anden. Først skal programmet modificeres, så dette beløb indtastes af brugeren.

1. Åbn det eksisterende OOP projekt i Visual Studio i  
    C:\teknologisk\20483\Module 5\Lab 5.1\Starter .
2. Kør programmet og se, hvad der foregår.
3. Beløbet i amount skal nu indtastes via Console
   1. Lokalisér ”TODO 1: Input amount to transfer”
   2. Erklær en variabel amount af type decimal og sæt den til at indeholde den indlæste værdi
   3. Sørg for, at amount er det beløb, som skal overflyttes mellem de to konti.
4. Når du er færdig, bør resultatet ligne

// TODO 1: Input amount to transfer

Console.WriteLine("Input amount to be transferred: ");

decimal amount = decimal.Parse(Console.ReadLine());

if (Bank.TransferFunds(otherAccount, amount, account))

{

Console.WriteLine("Transferred funds from {0} to {1}",

otherAccount, account);

}

1. Byg programmet og korrigér eventuelle fejl.
2. Prøve at køre programmet med input
   1. 555
   2. 5x99Q
   3. 9999999999999999999999999999999999999999999999
3. Hvad sker der i de tre tilfælde?

### Lav exception-håndtering

1. Vi vil nu indsætte catch-blokke til at fange de exceptions, som bliver kastet ovenfor
2. Lokalisér ”TODO 2: Add exception handling”
3. Tilføj en generisk catch-blok, så alle exceptions fanges.
4. Udskriv i denne blok, at noget gik galt.
5. Når du er færdig, bør resultatet ligne

try

{

Console.WriteLine("Input amount to be transferred: ");

decimal amount = decimal.Parse(Console.ReadLine());

if (Bank.TransferFunds(otherAccount, amount, account))

{

Console.WriteLine("Transferred funds from {0} to {1}",

otherAccount, account);

}

}

catch

{

Console.WriteLine( "Something went wrong..." );

}

1. Byg programmet og korrigér eventuelle fejl.
2. Hvad sker der nu, når programmet kører med ovenstående tre inputs?
3. For eksemplets skyld vil vi undersøge, hvilke informationer, der findes på Exception-klassen.
   1. Modificér catch-blokken til – for alle exceptions – at udskrive  
       Exception.Message  
       Exception.Source

Exception.StackTrace

1. Når du er færdig, bør resultatet ligne

try

{

...

}

catch (Exception exception)

{

string error = string.Format(

"An error occurred processing amount." + Environment.NewLine +

"Message: {0}" + Environment.NewLine +

"Source: {1}" + Environment.NewLine +

"StackTrace: {2}" + Environment.NewLine,

exception.Message,

exception.Source,

exception.StackTrace );

Console.WriteLine( error );

}

1. Byg programmet og korrigér eventuelle fejl.
2. Hvad sker der nu, når programmet kører med ovenstående tre inputs?
3. Vi kunne dog godt tænke os en mere detaljeret fejlmeddelelse, så vi vil fange hver formateringsfejl særskilt
   1. Fjern den nyligt tilføjede catch( Exception exception ) blok, da denne mest af alt indeholder informationer for programmøren og ikke brugeren!
   2. Tilføj en catch-blok, der fanger FormatException med en passende beskrivelse
4. Når du er færdig, bør resultatet ligne

try

{

...

}

catch( FormatException )

{

Console.WriteLine( "Input amount is not in correct format" );

}

1. Byg programmet og korrigér eventuelle fejl.
2. Hvad sker der nu, når programmet kører med ovenstående tre inputs?
3. Vi vil nu fange også overløbsfejl særskilt
   1. Tilføj en catch-blok, der fanger OverflowException med en passende beskrivelse
4. Når du er færdig, bør resultatet ligne

try

{

...

}

catch( FormatException )

{

Console.WriteLine( "Input amount is not in correct format" );

}

catch (OverflowException)

{

Console.WriteLine("Input amount is an exceedingly large-sized amount");

}

1. Byg programmet og korrigér eventuelle fejl.
2. Hvad sker der nu, når programmet kører med ovenstående tre inputs?

### Tilføjelse af finally-blok

Ofte vil det være fordelsagtigt at få udført noget kode, inden processeringen stopper – uanset om der kastes exceptions eller ej!

1. Tilføj en finally-blok, der udskriver, at processeringen er stoppet.
2. Når du er færdig, bør resultatet ligne

try

{

...

}

catch( FormatException )

{

Console.WriteLine( "Input amount is not in correct format" );

}

catch (OverflowException)

{

Console.WriteLine("Input amount is an exceedingly large-sized amount");

}

finally

{

Console.WriteLine("Ending processing of amount");

}

1. Byg programmet og korrigér eventuelle fejl.
2. Hvad sker der nu, når programmet kører med ovenstående tre inputs mht. finally?

### Yderligere exception-håndtering

Man bør dog også håndtere selv de mest uforudsete situationer. For at afprøve dette i praksis, gøres følgende:

1. Erstat nu kodelinie(n/rne), der indlæser og parser amount til at være nedenstående

string input = Console.ReadLine();

decimal amount = decimal.Parse( input );

1. Sæt et breakpoint I den nederste af de to linier
2. Byg programmet og korrigér eventuelle fejl
3. Kør programmet. Når breakpointet mødes, ændr da værdien af input til at være null.
4. Fortsæt programmet
   1. Hvad sker der nu?
   2. Hvad med finally?
5. Håndtér også denne type fejl ved at tilføje en passende catch-blok.
6. Når du er færdig, bør resultatet ligne

try

{

...

}

catch( FormatException )

{

Console.WriteLine( "Input amount is not in correct format" );

}

catch( OverflowException )

{

Console.WriteLine("Input amount is an exceedingly large-sized amount");

}

catch

{

Console.WriteLine( "An internal error has happened" );

}

finally

{

Console.WriteLine("Ending processing of amount");

}

1. Kør programmet igen som du gjorde tidligere (med breakpoint samt null-værdi osv.).
2. Hvad sker der så nu?

## Øvelse 5.2 ”TryParse” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_green.png)

Den allerbedste håndtering af exceptions er dog så vidt muligt at undgå dem!

Det er faktisk sådan, at der på decimal (og alle de andre simple værdityper) findes en TryParse()-metode, som ikke kaster de exceptions, som vi i Øvelse 5.1 brugte mange kræfter at håndtere.

### Indledning

1. Åbn det eksisterende OOP projekt i Visual Studio i  
    C:\teknologisk\20483\Module 5\Lab 5.2\Starter ,  
   der tager udgangspunkt i løsningen for Øvelse 5.1.
2. Projektet skal nu benytte TryParse() i stedet
   1. Lokalisér ”TODO 1: Use decimal.TryParse() instead”
   2. Undersøg vha. de indbyggede hjælpe-faciliteter hvordan decimal.TryParse() virker
   3. Omskriv Main() til at benytte denne metode på ”passende” vis.
3. Byg programmet og korrigér eventuelle fejl.
4. Kør programmet og prøv med samtlige inputs og teknikker fra Øvelse 5.1.
5. Hvilke exception-håndteringer er nu nødvendige?

## Øvelse 5.3 ”Egne Exception-klasser” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_green.png)

Ofte er de indbyggede exceptions ikke betegnende for den fejl, som man gerne vil informere om. Derfor får man jævnligt brug for at definere sine egne exception-klasser. Disse bør så kastes og fanges i egne klasse i stedet for at returnere en boolean, der angiver om operationen gik godt.

Vi fortsætter her fra Øvelse 5.1 og 5.2 ved at definere en klasse InsufficientFundsException, der arver fra Exception.

### Definér Exception-klasse

1. Åbn det eksisterende OOP projekt i Visual Studio i  
    C:\teknologisk\20483\Module 5\Lab 5.3\Starter ,  
   der tager udgangspunkt i løsningen for Øvelse 5.2.
2. Tilføj en ny fil ”InsufficientFundsException.cs”.
3. Lav her en klasse InsufficientFundsException, der arver fra Exception
   1. InsufficientFundsException skal have en public constructor uden parametre
   2. InsufficientFundsException skal have en public constructor, der tager en string message som parameter og kalder Exception’s tilsvarende constructor
   3. InsufficientFundsException skal have en public constructor, der tager en string message og Exception inner som parametre og kalder Exception’s tilsvarende constructor.
4. Lav i klasse InsufficientFundsException en private readonly member variabel af typen BankAccount.
5. Lav en read-only property af typen BankAccount, der hedder Account og returnerer den underliggende member variabel.
6. En fjerde constructor skal så tilføjes
   1. InsufficientFundsException skal have en public constructor, der tager en string message og en BankAccount account som parametre, sætter member variablen og kalder den tilsvarende constructor på message.
7. Når du er færdig, bør resultatet ligne

class InsufficientFundsException : Exception

{

public BankAccount Account

{

get { return \_account; }

}

private readonly BankAccount \_account;

public InsufficientFundsException()

{

}

public InsufficientFundsException( string message ) : base( message )

{

}

public InsufficientFundsException( string message, Exception inner )  
 : base( message, inner )

{

}

public InsufficientFundsException( string message,

BankAccount account) : this( message )

{

\_account = account;

}

}

1. Byg programmet og korrigér eventuelle fejl.

### Modificér BankAccount

1. Modificér nu BankAccount.Withdraw() til at kaste en InsufficientFundsException med konto-referencen, når operationen ikke kan gennemføres.
2. Når du er færdig, bør resultatet ligne

class BankAccount

{

public void Withdraw(decimal amount)

{

if (Balance >= amount)

{

Balance -= amount;

}

else

{

throw new InsufficientFundsException("Could not complete withdrawal from account", this);

}

}

}

1. Byg programmet og korrigér eventuelle fejl.

### Modificér Bank

1. Modificér nu ligeledes Bank.TransferFunds() til at kaste en InsufficientFundsException med konto-referencen, når operationen ikke kan gennemføres.
2. Når du er færdig, bør resultatet ligne

static class Bank

{

...

public static void TransferFunds( BankAccount from, decimal amount,  
 BankAccount to )

{

from.Withdraw(amount);

to.Deposit(amount);

}

...

}

1. Byg programmet og korrigér eventuelle fejl.

### Modificér Main()

1. Modificér nu Main() til at fange en InsufficientFundsException og håndtere situationen passende.
2. Når du er færdig, bør resultatet ligne

static void Main(string[] args)

{

BankAccount account = Bank.CreateAccount(176);

BankAccount otherAccount = Bank.CreateAccount(1024);

try

{

Console.WriteLine("Input amount to be transferred: ");

string input = Console.ReadLine();

decimal amount;

if (decimal.TryParse(input, out amount))

{

Bank.TransferFunds(otherAccount, amount, account);

Console.WriteLine("Transferred funds from {0} to {1}",

otherAccount, account);

}

else

{

Console.WriteLine("Input amount can be recognized as a legal number to transfer");

}

}

catch (InsufficientFundsException exception)

{

Console.WriteLine( "Error processing {0}: {1}",

exception.Account,

exception.Message );

}

catch

{

Console.WriteLine("An internal error has happened");

}

finally

{

Console.WriteLine("Ending processing of amount");

}

}

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet med
   1. 555
   2. 555555

som input og observér, at alt foregår, som du forventer det…

## Øvelse 5.4 ”BankException” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.png)

Man kan overveje, at lave et endnu mere indpakket exception-design ved at introducere en BankException, som relaterer sig til de operationer, som ligger i Bank-klassen.

Denne øvelse, som er en fortsættelse af Øvelse 5.3, gør netop dette.

* Åbn det eksisterende OOP projekt i Visual Studio i  
   C:\teknologisk\20483\Module 5\Lab 5.4\Starter  
  hvilket indeholder løsningen til Øvelse 5.3.
* Lav en BankException.
* Modificér Bank.TransferFunds() til at
  + Fange InsufficientFundsException
  + ”Ompakke” den til en ny BankException, der kastes med den originale exception som indre exception.
* Modificér Main() passende.
  + Tilgå evt. BankException.InnerException.

## Øvelse 5.5 ”To Throw or Not To Throw” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_red.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_red.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_red.png)

Hvad er mon forskellen på disse to kodestumper? (Se også ”Question” til sidst i slides til Module 5)

try

{

...

}

catch (InsufficientFundsException exception)

{

throw exception;

}

try

{

...

}

catch (InsufficientFundsException)

{

throw;

}

# Module 6: “Interfaces”

## Øvelse 6.1: ”IEnumerable på Deck-typen og IComparable på Card-typen”

Vi vil nu gå skridtet videre og indpakke de 52 kort af den velkendte Card-type i en ny klasse, Deck, der indeholder et array af 52 kort. Vi vil så implementere IEnumerable på Deck og se, hvorledes vi derefter med foreach kan iterere gennem alle kortene i spillet. Derefter vil vi implementere IComparable på Card, så de forskellige kort kan sorteres.

### Inspicér Deck

1. Åbn det eksisterende DeckTest projekt i Visual Studio i  
    C:\teknologisk\20483\Module 6\Lab 6.1\Starter  
   hvilket indeholder en omstrukturering af allerede kode, som vi tidligere har implementeret.
2. Inspicér først Card.cs og se, at den indeholder en struct Card, som vi kender og elsker den.
   1. Læg mærke til, hvordan ToString() nu er overskrevet til at benytte udskrivningen, som vi lavede i øvelserne til Module 2 og 3.
3. Inspicér dernæst Deck.cs og se, at den indeholder en helt ny klasse Deck, som laver indpakningen af 52 elementer af type Card i en separat klasse.
   1. Bemærk at der findes en ny constructor, der initialiserer Deck til at indeholde et helt spil kort vha. samme metoder, som vi skrev i øvelserne til Module 2 og 3, dvs. den tidligere statiske FillDeck()
   2. Læg desuden mærke til metoden Shuffle(), der blander kortspillet præcis som ShuffleDeck() gjorde det i øvelserne til Module 2 og 3.
4. Byg programmet, og check at det kompilerer.

### Implementér IEnumerable

1. Åbn filen Deck.cs og Lokalisér ”TODO 1: Implement IEnumerable” i koden
   1. tilføj til definitionen, at Deck skal implementere IEnumerable-interfacet
      1. Skriv ”: IEnumerable” og benyt den lille rektangel under ”I” til at implementere interfacet vha. Visual Studio (Vælg **ikke** ”explicit”!) .

Der laves nu tomme skaller til metoden i IEnumerable.

1. Herefter skal metode-kroppen til GetEnumerator() udfyldes
   1. Benyt en foreach-sætning til at gennemløbe det underliggende array af kort (der jo som array allerede implementerer IEnumerable)
   2. I kroppen af foreach-sætningen skal yield return bruges til at returnere det aktuelle kort.
2. Når du er færdig, bør resultatet ligne

#region IEnumerable Members

public IEnumerator GetEnumerator()

{

foreach( Card card in \_cards )

{

yield return card;

}

}

#endregion

1. Byg programmet og korrigér eventuelle fejl.
2. I Program.cs skal Main() opdateres, så alle kort i Deck-instansen udskrives med en foreach-sætning
   1. Find ”TODO 2: Iterate through all cards with foreach” i koden og lav implementationen
   2. Bemærk, at Card nu kan udskrives direkte via Console.WriteLine().
3. Når du er færdig, bør resultatet ligne

Deck deck = new Deck();

deck.Shuffle();

// TODO 2: Iterate through all cards with foreach

foreach ( Card card in deck )

{

Console.WriteLine( card );

}

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet og verificér, at alle kort i en blandet sæt kort udskrives.

### Implementér IComparable

1. Åbn filen Deck.cs og Lokalisér ”TODO 3: Implement method” i koden
   1. Metode-kroppen af Arrange()-metoden skal nu implementeres, så det underliggende array af kort sorteres med Array.Sort().
2. Når du er færdig, bør resultatet ligne

public void Arrange()

{

Array.Sort( \_cards );

}

1. I Program.cs skal Main() igen opdateres, så Arrange() kaldes, hvorefter Deck-instansen igen udskrives med en foreach-sætning.
   1. Lokalisér ”TODO 4: Arrange and display Deck” i koden og lav implementationen.
2. Når du er færdig, bør resultatet ligne

deck.Arrange();

Console.WriteLine("Rearranged Deck: ");

foreach ( Card card in deck )

{

Console.WriteLine( card );

}

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet og observér resultatet
   1. Hvad sker der, når du kører programmet?
   2. Hvorfor…?
3. Åbn filen Card.cs og lokalisér ”TODO 5: Implement IComparable” i koden
   1. tilføj til definitionen, at Card skal implementere IComparable-interfacet
      1. Benyt Visual Studio til at implementere interfacet på samme måde som med IEnumerable.

Der laves nu tomme skaller til metoden i IComparable.

1. Herefter skal metode-kroppen til CompareTo() udfyldes, således at kortene i sorteret tilstand vil forekomme som i et ny-initialiseret Deck-objekt
   1. Check først, at obj er af typen Card.
      1. Hvis ikke skal der kastes en ArgumentException med teksten  
          Can only compare Card to other Cards
      2. Bemærk at as-keywordet ikke kan bruges her, da Card er en værdi-type!
      3. Benyt i stedet is-keywordet med et efterfølgende cast til at konvertere obj til typen Card
   2. Sammenlign først this.suit med other.suit
      1. Hvis this.suit er mindre, returneres -1
      2. Hvis this.suit er større, returneres 1
      3. Hvis de er ens, skal this.rank sammenlignes med other.rank
         1. Hvis this.rank er mindre, returneres -1
         2. Hvis this.rank er større, returneres 1
         3. Ellers returneres 0.
2. Når du er færdig, bør resultatet ligne

#region IComparable Members

public int CompareTo(object obj)

{

if (obj is Card)

{

Card other = (Card) obj;

if (this.suit < other.suit) { return -1; }

else if (this.suit > other.suit) { return 1; }

else

{

if (this.rank < other.rank) { return -1; }

else if (this.rank > other.rank) { return 1; }

else { return 0; }

}

}

throw new ArgumentException(   
 "Can only compare Card to other Cards");

}

#endregion

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet endnu en gang og observér resultatet
   1. Hvad sker der nu, når du kører programmet?
   2. Hvorfor…?

## Øvelse 6.2: ”IComparer på Card” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_green.png)

Man kan implementere forskellige sorteringer ved at lave flere forskellige små hjælpeklasser, som implementerer IComparer og så bruge instanser af disse til at give med til Array.Sort() som f.eks.

Array.Sort( \_cards, new RankComparer() );

Opgaven er nu som følger:

* Tag udgangspunkt i løsningen på Øvelse 6.1, der er at finde i  
   C:\teknologisk\20483\Module 6\Lab 6.2\Starter
* Lav en RankComparer-klasse, der implementerer IComparer og sørger for, at ovenstående linie vil sortere kortene efter værdi først og kulør bagefter.
* Lav en metode på Deck, ArrangeByRank(), der benytter denne teknik.
* Kør programmet og check, at programmet gør som du forventer.

Hvis der er tid, og det skal være ekstra pænt, kan man tænke over, at RankComparer kun giver mening for Card. Så man burde

* Lave en statisk property på Card, der returnerer en ny RankComparer, når den skal bruges…

## Øvelse 6.3: ”IEnumerable på rekursive datatyper” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_red.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_red.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_red.png)

I denne opgave vil vi implementere IEnumerable på den rekursive datatyper, som vi definerede i Øvelse 4.5, hvor vi skrev en klasse Node, der selv kan referere instanser af Node. Node udgjorde knuderne i et binært træ, som for eksempel

42

87 256

112 176

Hver af knuderne i træet har en heltalsværdi repræsenteret ved en int. (Se evt. Øvelse 4.5 for flere detaljer)

* Tag udgangspunkt i løsningen fra Øvelse 4.5, der er at finde i  
   C:\teknologisk\20483\Module 6\Lab 6.3\Starter.
* Fjern metoden Print() og implementér IEnumerable på en snedig måde, så ovenstående træ enumereres som sekvensen 42, 87, 112, 176, 256.
* Test din implementation ved at ændre Main() til at udskrive node vha. en foreach-sætning.
* Fjern tilsvarende metoden PrintPostfix() og implementér IEnumerable på en snedig måde, så ovenstående træ enumereres som sekvensen 112, 176,87,256,42
  + ***Bemærk:*** *Da der nu er to forskellige implementationer af iteratorer til IEnumerable på Node, er det nødvendigt nu at benytte ”****named*** *iterators”.*
* Test din implementation ved at ændre Main() til at også at udskrive node vha. en foreach-sætning.

# Module 7: “Object Lifetime”

## Øvelse 7.1: ”Hold øje med garbage collection”

I denne øvelse vil vi prøve at få en fornemmelse af, hvornår garbage collectoren sætter ind for at rydde objekter op. Vi vil definere en klasse A, der kan tælle antallet af sine instanser. Dette antal vil vi så løbende skrive ud, så vi kan følge lidt med i, hvornår der ryddes op.

### Lav ny klasse

1. Lav et projekt i Visual Studio til ny C# konsol-applikation
   1. Kald projektet ”ObjectCounter” og
   2. Placér det i  
       C:\teknologisk\20483\Module 7\Lab 7.1\Starter
2. Tilføj en ny C#-fil med navn ”A.cs” og definér en klasse A i denne fil
   1. Lav en public static int property på A og kald denne InstanceCount
      1. Lav set private
   2. Lav en statisk constructor, der sætter InstanceCount til 0
   3. Definér en default constructor, som tæller InstanceCount én op
   4. Definér en destructor, som tilsvarende tæller InstanceCount én ned
      1. På denne måde vil InstanceCount hele tiden indeholde antallet af A-instanser i applikationen
3. Når du er færdig, bør resultatet ligne

class A

{

public static int InstanceCount { get; private set; }

static A()

{

InstanceCount = 0;

}

public A()

{

InstanceCount++;

}

~A()

{

InstanceCount--;

}

}

1. Byg programmet og korrigér eventuelle fejl.

### Generér objekter

1. I Program.cs skal Main() skrives, så
   1. Der laves en uendelig while-løkke indeholdende
      1. Udskrift af teksten  
          Press ENTER to generate objects
      2. En efterfølgende Console.ReadLine(), der venter på tryk på Enter
      3. En efterfølgende for-løkke, der genererer 10000 instanser af A, som med det samme er i spil til at blive garbage collected
         1. Lav en lokal instans i hver iteration af for-løkken
      4. Udskrift af teksten  
          There are currently *n* instances of A  
         hvor *n* fås fra InstanceCount.
2. Når du er færdig, bør resultatet ligne

.

static void Main(string[] args)

{

while (true)

{

Console.WriteLine("Press ENTER to generate objects");

Console.ReadLine();

for (int i = 0; i < 10000; i++)

{

A a = new A();

}

Console.WriteLine("There are currently {0} instances of A",   
 A.InstanceCount);

}

}

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet og tryk Enter nogle gange, mens du observerer resultaterne.
3. Find forklaringen på, hvad det er, der sker
   1. Hvad sker der med antallet af A-instanser?

Kan I mon observere noget mærkeligt…? ☺ (Se evt. Øvelse 13.1 senere)

## Øvelse 7.2: ”Implementering af IDisposable” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_green.png)

En gang imellem vil de klasser, som man får skrevet, skulle eksplicit ryddes op, fordi de benytter ”eksterne” resourcer som helst skal lukkes og håndteres med det samme, da det kan tage timer og endda dage før garbage collectoren næste gang kører. Dette er tilfældet med klassen FileWriter, der er udgangspunktet for denne opgave. Vi vil her håndtere oprydningen ved at bringe klassen til at implementere IDisposable.

### Inspicér FileWriter

1. Åbn det eksisterende OOP projekt i Visual Studio i  
    C:\teknologisk\20483\Module 7\Lab 7.2\Starter  
   hvilket indeholder et simpelt program baseret på FileWriter.
2. Byg programmet
   1. Indse, at programmet laver en instans af FileWriter, kalder dens Log()-metode et antal gange, hvilket hver gang skriver et timestamp ned i filen ”FileWriter.txt”
   2. Herefter er der ikke længere brug for FileWriter-instansen, og programmet venter på et tryk på Enter, hvorefter det lukker ned.
3. Kør programmet
   1. Lokalisér file ”FileWriter.txt” mens programmet stadig venter på tryk på Enter.
   2. Prøv at åbne filen.
   3. Hvad sker der? Hvorfor?
4. Indse, at FileWriter bør implementere IDisposable, så filen lukkes, når der ikke længere er brug for den.

### Implementér IDisposable

1. Lad nu FileWriter implementere IDisposable-interfacet.
2. Følg nu den i materialet beskrevne vedledning til, hvordan man bør implementere IDisposable
   1. Tilføj en private boolean \_disposed, der initielt sættes til false
   2. Tilføj en private metode, der hedder CleanUp(), der som argument tager en boolean disposing og returnerer void
      * I CleanUp() skal der tilføjes en if-sætning, der spørger, om \_disposed er false
        + Inde i denne if-sætning skal der – hvis disposing er true – ryddes \_fs op
      * Efter if-sætningen sættes \_disposed til true
   3. Tilføj en public Dispose()-metode, der
      * Kalder CleanUp() med true som parameter
      * Kalder GC.SuppressFinalize() med this som parameter
   4. Tilføj en class destructor for FileWriter, der
      * Kalder CleanUp() med false som parameter
   5. Den eksisterende Log()-metode skal bringes til at kaste en ObjectDisposedException med teksten  
       Object is already disposed!  
      hvis \_disposed er true, når metoden kaldes.
3. Når du er færdig, bør resultatet ligne

class FileWriter : IDisposable

{

private bool \_disposed = false;

protected FileStream \_fs;

public FileWriter()

{

\_fs = File.Create(@"FileWriter.txt");

}

~FileWriter()

{

CleanUp( false );

}

public void Dispose()

{

CleanUp(true);

GC.SuppressFinalize(this);

}

private void CleanUp(bool disposing)

{

if (\_disposed == false)

{

if (disposing)

{

// Dispose managed here

\_fs.Dispose();

}

// Clean up unmanaged here.

}

\_disposed = true;

}

public void Log()

{

if (\_disposed == true)

{

throw new ObjectDisposedException(

"Object is already disposed!" );

}

string s = DateTime.Now.ToLongTimeString() +  
 Environment.NewLine;

\_fs.Write(Encoding.ASCII.GetBytes( s ),

0,

s.Length );

}

}

1. Byg programmet og korrigér eventuelle fejl.
2. I Program.cs skal Main() opdateres, så FileWriter-klassen nu benyttes korrekt og disposes efter brug
   1. Benyt using-konstruktionen til at sikre, at fileWriter.Dispose() kaldes efter Log()-metoderne er kaldt.
3. Når du er færdig, bør resultatet ligne

using( FileWriter fileWriter = new FileWriter() )

{

fileWriter.Log();

fileWriter.Log();

fileWriter.Log();

// FileWriter is no longer needed

}

1. Byg programmet og korrigér eventuelle fejl.
2. Kør igen programmet, som nu er modificeret
   1. Lokalisér igen file ”FileWriter.txt” mens programmet stadig venter på tryk på Enter.
   2. Prøv igen at åbne filen.
   3. Hvad sker nu der? Hvorfor?

## Øvelse 7.3 ”IDisposable og subklasser” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.png)

En gang imellem kommer man ud for, at skulle lave en nedarvning af en klasse implementeret efter Disposable-patternet, hvor den nedarvede klasse introducerer members, der yderligere skal disposes. Man kan derfor overveje, hvad der skal ændres og tilføjes for at udnytte basisklassens IDisposable-implementation i subklassen.

Opgaven er nu som følger:

* Tag udgangspunkt i den solution, der er at finde i  
   C:\teknologisk\20483\Module 7\Lab 7.3\Starter
* Åbn programmet og verificér, at det er løsningen fra Øvelse 7.2, hvor
  + der er lavet en klasse DoubleFileWriter, der arver fra FileWriter.
  + Main() er udvidet til at lave en instans af DoubleFileWriter samt kalde LogDate()-metoden, som er ny i DoubleFileWriter.
* Kør programmet og check, at programmet gør som du forventer.
* Lav de ændringer, der skal til i både basis- og subklasse, således at også DoubleFileWriter disposes korrekt.

Hints:

* Det er tilladt at ændre på modifiers såsom private og protected passende steder.
* Overvej om noget skal gøres virtual.
* Lav en pæn property IsDisposed, der benytter \_disposed.

# Module 8: “Collections and Generics”

## Øvelse 8.1: ”Brug generiske collections”

Denne opgave går ud på at benytte generiske collection-klasser i et lille eksempel.

I programskabelonen, der er at finde i  
 C:\teknologisk\20483\Module 8\Lab 8.1\Starter  
findes der et simpelt program, som indlæser strenge fra Console indtil en tom streng indlæses.

* Inspicér programmet og indse, hvordan det virker.
* Udfyld de manglende programstumper
  + Erklær og initialisér først en generisk streng-liste
  + Indsæt derefter hver indlæst streng i streng-listen
  + Iterér nu gennem streng-listen og indsæt de tilsvarende længder på strengene i en generisk heltals-kø, som skal oprettes til formålet
  + Iterér nu gennem heltals-køen og skriv hvert tal ud
    - Beregn summen af alle de indgående tal og skriv dette ud til sidst.

## Øvelse 8.2: ”Lav generisk Singleton-klasse” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_green.png)

”Design patterns” er klassiske, velkendte og genbrugbare løsninger på ofte forekommende problemer. Ét af disse er Singleton-patternet, der går ud på at sikre, at der altid højst forekommer én ”global” instans af en given klasse.

I denne øvelse vil vi se, hvordan generics passer perfekt til at lave en genbrugbar implementation af Singleton, som I kan tage med hjem og putte i jeres C# værktøjskasse.

### Implementér Singleton<T>

1. Lav et nyt projekt til en konsolapplikation i  
    C:\teknologisk\20483\Module 8\Lab 8.2\Starter.
   1. Kald det ”SingletonPattern”.
2. Tilføj en ny klasse i en ny fil ”Singleton.cs”
   1. Lav en statisk klasse Singleton<T>, hvor
      1. T kræves at være en reference-type
      2. T kræves at have en default constructor.
   2. Lav inde i Singleton<T> en statisk member variabel af type T, der hedder \_instance.
      1. Lav \_instance som private
      2. Initialisér \_instance til null som initial-værdi
   3. Lav på klasse Singleton<T> en public statisk property af type T, der hedder Instance
      1. Lav en tilhørende get-metode, der
         1. hvis \_instance er null, sætter \_instance til en ny instans af T
         2. Returnerer \_instance.
3. Når du er færdig, bør resultatet ligne

public static class Singleton<T> where T : class, new()

{

private static T \_instance = null;

public static T Instance

{

get

{

if( \_instance == null )

{

\_instance = new T();

}

return \_instance;

}

}

}

1. Byg programmet og korrigér eventuelle fejl.

### Benyt Singleton<T>

1. Tilføj en ny klasse i en ny fil ”TestClass.cs”
   1. Lav en public klasse TestClass
   2. Lav en public default constructor for TestClass, som skriver ud på Console, at constructoren er kaldt
   3. Lav på TestClass en public property af type int, der hedder X med både get og set
   4. Lav på TestClass en public metode, Display(), der hverken modtager parametre eller returnerer noget, men blot skriver værdien af X ud på Console.
2. Når du er færdig, bør resultatet ligne

public class TestClass

{

public int X

{

get;

set;

}

public TestClass()

{

Console.WriteLine( "TestClass.TestClass()" );

}

public void Display()

{

Console.WriteLine( "X = {0}", X );

}

}

1. Byg programmet og korrigér eventuelle fejl.
2. Udfyld nu Main()-metoden i ”Program.cs” til at teste din Singleton-implementation med TestClass
   1. Benyt Singleton<TestClass> til at få en ”global” instans, t1, af TestClass
   2. Sæt X på t1 til 42
   3. Benyt Singleton<TestClass> til at få en (ny?) ”global” instans, t2, af TestClass
   4. Kald Display() på t2.
3. Når du er færdig, bør resultatet ligne

static void Main(string[] args)

{

TestClass t1 = Singleton<TestClass>.Instance;

t1.X = 42;

TestClass t2 = Singleton<TestClass>.Instance;

t2.Display();

}

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet! Hvad sker der?
   1. Hvad er ligheden mellem de to instanser lavet med Singleton?
   2. Hvor mange gange kaldes constructoren på TestClass?
   3. Hvilke klasser virker dette for…?
   4. Hvad sker der mon, hvis vi havde testet Singleton<T> med en værdi-type TestStruct?

***Bemærk:*** *Opbygningen af Singleton<T> ses ofte i mange forskellige afskygninger indeholdende nogle sindrige detaljer og ekspert-indsigt, som er resultatet af mange folks årelange diskussioner – herunder omkring trådsikkerhed af klassen. En god sammenfatning er at finde på* [*http://www.yoda.arachsys.com/csharp/singleton.html*](http://www.yoda.arachsys.com/csharp/singleton.html) *som kan læses, hvis man engang skal lave multitrådede programmer ☺*

## Øvelse 8.3: ”Sorterede mængder” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.png)

De nye mængde-collections introduceret i .NET 4.0 er ofte også særdeles brugbare. I denne opgave vil vi benytte dem til at finde og sortere mængder af personnavne.

Datagrundlaget for opgaven er givet i start-projektet i form af en List<Person>, der fra start indeholder en masse instanser af typen Person.

### Sorteret mængde forekommende fornavne

* Tag udgangspunkt i navne-datagrundlaget, der er at finde i  
   C:\teknologisk\20483\Module 8\Lab 8.3\Starter.
* Lokalisér TODO 1 i Program.cs.
* Lav et stykke kode til at beregne mængden af fornavne, der forekommer i data-grundlaget, og udskriv dem sorteret alfabetisk.

### Forekommende efternavne sorteret efter længde

* Lokalisér TODO 2 i Program.cs.
* Udvid din løsning ovenfor til at beregne mængden af efternavne, der forekommer i data-grundlaget, og udskriv dem sorteret efter længde og derefter alfabetisk.
  + Hint: Lav en klasse LastNameComparer, der implementerer IComparer<T> og lav et SortedSet<T> vha. denne.

## Øvelse 8.4: ”Generiske metoder” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.png)

Ligesom typer kan være generiske, kan man lave generiske metoder, der på tilsvarende vis har type-parametre og constraints.

* Implementér en generisk metode  
   int GreaterCount<T>(IEnumerable<T> data, T threshold)  
  der returnerer antallet af elementer i data, som er større end threshold
  + Hint: Hvad skal der kræves om T for at dette er muligt?
* Test din implementation på data som eksempelvis
  + List<int>
  + Stack<string>
  + Queue<Car>…?

Læg i øvrigt mærke til, at T ikke nødvendigvis behøver specificeres ved metode-kaldene…

## Øvelse 8.5: ”SequencePacker<T>” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_red.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_red.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_red.png)

Ud fra eksisterende generiske typer kan der laves mere og mere kraftfulde generiske typer, som kan genbruges mange gange i forskellige sammenhænge.

1. Lav en generisk klasse SequencePacker<T>, der lagrer sekvenser af T på en komprimeret form, så sekvensen  
    42 87 87 87 87 11 22 22 87 99  
   med et passende valg af type logisk set repræsenteres som sekvensen

(42,1) (87,4) (11,1) (22,2) (87,1) (99,1)

1. Din klasse skal
   * virke for alle passende T (og ikke kun int som i eksemplet ovenfor).
   * implementere IEnumerable<T>
   * understøtte operationerne
     + void Clear()
     + void Add( T t ).
2. Test din implementation.

Bemærk at det at implementere det generiske IEnumerable<T> interface kræver, at man holder tungen lidt lige i munden…

(Lav evt.

1. T Remove( int index )

hvis du keder dig… ☺)

## Øvelse 8.6: ”Generic Collections” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.png)

Denne øvelse definerer en C#-type, der håndterer numre og spillere i holdopstillinger i fodbold.

* Åbn det eksisterende konsolprojekt i  
   C:\teknologisk\20483\Module 8\Lab 8.6\Starter.
* Klassen indeholder i LineUp.cs en skabelon til en klasse LineUp med følgende operationer

public class LineUp

{

public void Add( int number, string player )

{

// TODO

}

public IEnumerable<int> GetSharedNumbers()

{

// TODO

throw new NotImplementedException();

}

}

* Implementér nu vha. passende generiske collections fra System.Collections.Generic klassen LineUp, således at
  + Add() registrerer, at spilleren med navnet i player har spillet med nummeret number
  + GetSharedNumbers() returnerer de numre, der har været båret af mere end én spiller.
* Test din implementation på de testdata, der er leveret med i Program.cs .

# Module 9: “Delegates, Events, and Lambda Expressions”

## Øvelse 9.1: ”Delegates”

Denne øvelse laver et par eksempler for at illustrere, hvorledes delegates er referencer til metoder, som kan kaldes præcis som metoder.

### Delegates til heltalsfunktioner

1. Lav et nyt projekt ”DelegateFun” i  
    C:\teknologisk\20483\Module 9\Lab 9.1\Starter.
2. Lav en ny fil ”IntAction.cs”
   * Definér i denne fil en delegate-type ved navn IntAction, som kan referere metoder, der tager et heltal som parameter og returnerer void.
3. Åbn den eksisterende ”Program.cs” fil
   * Lav en statisk metode PrintInt() med en signatur, som matcher IntAction
     + Metoden skal skrive det medfølgende argument ud på Console
   * Lav ydermere en statisk metode DoForAll(), der tager to parametre af typerne IntAction og int[], henholdsvis, og returnerer void
     + Metoden skal kalde den medfølgende delegate på hvert heltal i arrayet.
4. Test dine implementationer ved at lave et array bestående af tallene 42, 87, 112, 176, 256 og print tallene i dette array ud vha. DoForAll().

## Øvelse 9.2: ”Aktier og events”

Denne opgave går ud på at benytte publishers og subscribers af aktie-kurser, der kommunikerer vha. events. Vi vil først konstruere en StockChanged event for en publisher med tilhørende event-argumenter, for derefter at implementere en subscriber til disse events.

### Lav StockChangedEventArgs

1. Åbn det eksisterende projekt ”Stocks” i  
    C:\teknologisk\20483\Module 9\Lab 9.2\Starter.
   1. Verificér, at projektet i ”StockPublisher.cs” indeholder en skabelon til en klasse kaldet StockPublisher, som senere skal udfyldes nedenfor.
      1. Læg mærke til member-variablen \_ticker, der indeholder navnet på aktien.
      2. Inspicér kort resten af klassen, der sørger for, at metoden OnStockChanged() kaldes med jævne mellemrum med en ny aktiekurs
         1. Disse detaljer forventes I ikke at forstå i dybden!
   2. Verificér, at projektet i ”Program.cs” indeholder den sædvanlige Main()-metode.
2. Tilføj en ny klasse i en ny fil ”StockChangedEventArgs.cs”
   1. Lav en public klasse StockChangedEventArgs, der arver fra EventArgs
   2. Lav på klassen en public property af type string, der hedder Ticker
      1. Lav en tilhørende get-metode, der returnerer en underliggende private og readonly member variable \_ticker
   3. Lav på klassen en public property af type double, der hedder StockValue
      1. Lav en tilhørende get-metode, der returnerer en underliggende private og readonly member variable \_stockValue
   4. Lav på klassen en public property af type DateTime, der hedder TimeStamp
      1. Lav en tilhørende get-metode, der returnerer en underliggende private og readonly member variable \_timeStamp
   5. Lav en public constructor for StockChangedEventArgs, der tager to parametre ticker og stockValue og sætter de tilsvarende property members
      1. Initialisér \_timeStamp til at være det aktuelle tidspunkt.
3. Når du er færdig, bør resultatet ligne

public class StockChangedEventArgs : EventArgs

{

public string Ticker

{

get

{

return \_ticker;

}

}

private readonly string \_ticker;

public double StockValue

{

get

{

return \_stockValue;

}

}

private readonly double \_stockValue;

public DateTime TimeStamp

{

get

{

return \_timeStamp;

}

}

private readonly DateTime \_timeStamp;

public StockChangedEventArgs( string ticker,

double stockValue )

{

\_ticker = ticker;

\_stockValue = stockValue;

\_timeStamp = DateTime.Now;

}

}

1. Byg programmet og korrigér eventuelle fejl.

### Implementér StockPublisher

1. Åbn nu filen ”StockPublisher.cs”.
2. Lokalisér ”TODO: Define StockChanged event”
   1. Definér en public event kaldet StockChanged, som man kan subscribe til med delegates af typen EventHandler<StockChangedEventArgs>
3. Lokalisér ”TODO: Raise StockChanged event”
   1. Lav nu kode til at fyre StockChanged eventen
   2. For at gøre det trådsikkert, skal der laves en lokal delegate af typen EventHandler<StockChangedEventArgs>, der skal indeholde en kopi af StockChanged
   3. Hvis denne lokale delegate ikke er null, skal den kaldes med event-argumenter indeholdende
      1. Navnet på den underliggende aktie
      2. Den medfølgende stockValue
4. Når du er færdig, bør resultatet ligne

// TODO: Define StockChanged event

public event EventHandler<StockChangedEventArgs> StockChanged;

protected void OnStockChanged(double stockValue)

{

// TODO: Raise StockChanged event

EventHandler<StockChangedEventArgs> del = StockChanged;

if (del != null)

{

del(this, new StockChangedEventArgs(

\_ticker, stockValue ));

}

}

1. Byg programmet og korrigér eventuelle fejl.

### Implementér StockSubscriber

1. Tilføj en ny klasse i en ny fil ”StockSubscriber.cs”
   1. Lav en public klasse StockSubscriber
   2. Lav på klassen en public metode, der hedder SubscribeTo(), som returnerer void og som parameter tager en instans af StockPublisher
      1. Sørg for, at denne metode subscriber på StockChanged-eventen på den medfølgende StockPublisher ved at kalde en ny metode, som du laver nedenfor
   3. Lav på klassen en private metode OnStockChanged(), der matcher signaturen på StockChanged-eventen,
      1. Udskriv på Console inde i metoden nedenstående streng

Stock *X* was on *Y* priced at *Z*

* + 1. Den underliggende aktiekurs ønskes udskrevet med to decimaler.

1. Når du er færdig, bør resultatet ligne

public class StockSubscriber

{

public void SubscribeTo(StockPublisher p)

{

p.StockChanged += OnStockChanged;

}

private void OnStockChanged(object sender,

StockChangedEventArgs e)

{

Console.WriteLine(

"Stock {0} was on {1} priced at {2:f2}",

e.Ticker,

e.TimeStamp,

e.StockValue );

}

}

1. Byg programmet og korrigér eventuelle fejl.

### Sæt alle elementerne sammen

1. Åbn nu filen ”Program.cs”.
2. Lokalisér ”TODO: Create publishers and subscriber”
   1. Lav en StockPublisher med aktienavn ”MSFT”
   2. Lav en StockPublisher med aktienavn ”WCB”
   3. Lav en StockSubscriber, der abonnerer på de to StockPublisher-instanser
   4. Tilføj til sidst  
       Console.ReadLine()  
      så programmet ikke stopper med den samme
3. Når du er færdig, bør resultatet ligne

// TODO: Create publishers and subscriber

StockPublisher p1 = new StockPublisher("MSFT");

StockPublisher p2 = new StockPublisher("WCB");

StockSubscriber subscriber = new StockSubscriber();

subscriber.SubscribeTo(p1);

subscriber.SubscribeTo(p2);

Console.ReadLine();

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet
   1. Hvad ser du?

### Variér konceptet

1. Prøv at udvide programmet med flere subscribers og flere publishers
   1. Hvad sker der nu, når du kører?
2. Hvad sker der mon, hvis du kalder SubscribeTo() flere gange på samme StockSubscriber med samme StockPublisher…? Prøv! ☺

## Øvelse 9.3: ”Anonyme metoder og lambda-udtryk” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.png)

Et prædikat er en afbildning, som tager et argument af en given type og returnerer en boolean, der angiver om argumentet opfylder prædikatet. I .NET findes indbygget en generisk delegate-type Predicate<T>, der er et prædikat af type T.

Tilsvarende findes der på Array-klassen en statisk, generisk metode FindAll(), der som parametre tager et array af type T samt et Predicate<T> og returnerer et array af bestående af netop de elementer, som opfylder prædikatet.

Tag udgangspunkt i et array defineret ved  
 string[] names = { "Kim", "Mads", "Rasmus", "Bo", "Jesper" };

Opgaven er nu – på tre forskellige måder – ved hjælp af prædikater og Array.FindAll() at udskrive alle navne i listen med mindst 4 bogstaver:

1. Først vha. en metode, der matcher Predicate<T>.
2. Dernæst ved brug af en anonym metode.
3. Slutteligt – og mest elegant – vha. et passende lambda-udtryk.

Til sidst:

1. Kan man lave et lambda-udtryk, som skriver navnene ud mens den filtrerer, så vi ikke behøver skrive det resulterende array ud bagefter? Hvordan…?

(Husk at få en tåre i øjenkrogen af beundring, når du har fundet løsningen. ☺)

# Module 10: “LINQ”

## Øvelse 10.1: ”Extension-metoder”

Denne øvelse går ud på at definere to extension-metoder på int og DateTime, hhv., for på den måde at bygge genbrugbare metoder, som I kan udvide jeres værktøjskasse med.

### Implementation af extension-metoder

1. Lav et nyt projekt ”ExtensionsMethods” i  
    C:\teknologisk\20483\Module 10\Lab 10.1\Starter.
2. Lav en ny fil ”Extensions.cs”
   * Lav namespacet i filen om til *<Jeres firmanavn>*.Utility
     + Eksempelvis teknologis.Utility.
   * Implementér i denne fil en extension-metode IsEven() på int, som returnerer en bool, der angiver om tallet er lige.
   * Implementér ligeledes i denne fil en extension-metode To*<Jeres firmanavn>*TimeStamp()på DateTime, som returnerer en streng med jeres yndlingsmåde at lave timestamps på
     + Eksempelvis som vist i slidesene.

### Test af extension-metoder

1. Åbn den eksisterende ”Program.cs” fil og lav kode til at teste jeres ny-implementerede metoder.
2. Hvad sker der, når I prøver at kalde metoderne?
3. For at I man kan kalde extension-metoderne, skal de ”bringes ind i scope” – Enten vha. at benytte hele stien til metoden eller at benytte  
    using *<Jeres firmanavn>*.Utility;
4. Prøv nu at kalde metoderne på udvalgte heltal og DateTime.
   * Virker det nu?
   * Hvordan ser Intellisense ud for metoderne?

### Hvis du vil se flere extension-metoder…

1. Find en spændende extension-metode fra <http://www.extensionmethod.net> og afprøv den ☺

## Øvelse 10.2: “Object initializers” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.png)

I denne øvelse vil vi – som opvarmning til de senere opgaver – skrive et større data-udtryk som en anonym type vha. de såkaldte object initializers.

1. Betragt typerne

enum CustomerCity { Aarhus, Horsens }

class Customer

{

public CustomerCity Name { get; set; }

public string City { get; set; }

public Order[] Orders { get; set; }

}

class Order

{

public int Quantity { get; set; }

public Product Product { get; set; }

}

enum ProductName { Mælk, Smør, Brød, Øl, PepsiMax }

class Product

{

public ProductName Name { get; set; }

public double Price { get; set; }

}

der alle er at finde i projektet i  
 C:\teknologisk\20483\Module 10\Lab 10.2\Starter .

1. I samme projekt findes et udtryk af type List<Customer> lavet vha. object initializers, der består af nedenstående data
   * Kunde: ”Kim” fra Aarhus
     + 3 stk. ordrer: Mælk, Smør, Brød
   * Kunde: ”Mads” fra Horsens
     + 4. stk. ordrer: Mælk, Smør, Brød, Øl
   * Kunde: “Jesper” fra Aarhus
     + 1 stk. ordre: Pepsi Max

(med en relevant pris for hver…)

1. Opgaven er nu at
   * Forstå indeholdet og effekten af den allerede eksisterende kode.
   * Konvertére det derefter til et lignende udtryk konstrueret udelukkende vha. anonyme typer
     + Hvordan er fremgangsmåden for dette?
     + Brug var-keywordet, hvor nødvendigt.
   * Skrive et udtryk, der udskriver alle (de anonymt typede) kunder, ordrer og produkter.

## Øvelse 10.3: ”Kunder og ordrer i LINQ”

Vi vil i denne opgave beskæftige os med grundlæggende queries i LINQ. Øvelsen tager udgangspunkt i data-grundlaget fra Øvelse 10.2, hvor vi skabte et initialiserende udtryk bestående af Customer, Order og Product objekter til brug netop her.

1. Åbn skabelonen med ovennævnte data alle er at finde i projektet i  
    C:\teknologisk\20483\Module 10\Lab 10.3\Starter .

### Udvælg alle kunder med navn og by

1. Lokalisér ”TODO 1: All customers name and city”.
2. Skriv en LINQ query, der udvælger alle kunder i customers.
3. Udskriv vha. ovenstående query for hver kunde deres navn og by.
4. Byg og kør programmet
   * Test af din query er korrekt.

### Udskriv alle kunder fra Aarhus med navn

1. Lokalisér ”TODO 2: All customers from Aarhus by name”.
2. Udskriv vha. en passende LINQ query alle de kunder i customers, som kommer fra Aarhus

### Udskriv antallet af ordrer for Kim

1. Lokalisér ”TODO 3: Number of orders placed by Kim”.
2. Udskriv vha. en passende LINQ query antal order for Kim.

## Øvelse 10.4: ”LINQ Queries og extension-metoder” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_green.png)

Ofte kan det være fordelagtigt at kombinere de gængse LINQ-operatorer med udvalgte LINQ extension-metoder til at konstruere sammensatte resultater. Andre gange kan det være lettere at benytte extension-metoderne hørende til de kendte LINQ-keywords. Som regel er valget baseret på smag og behag.

Som data-grundlag i denne opgave vil vi benytte listen af spilnavne til Wii og Xbox 360.

1. Åbn skabelonen med det beskrevne data-grundlag i projektet i  
    C:\teknologisk\20483\Module 10\Lab 10.4\Starter .

### Udskriv alle Wii-spil sorteret efter titel

1. Lokalisér ”TODO 1: All Wii games sorted by title”.
2. Udskriv vha. en passende LINQ query alle Wii-spil sorteret alfabetisk efter titel.

### Udskriv alle Wii-spil sorteret efter titel-længde med længste først

1. Lokalisér ”TODO 2: All Wii games sorted by title length (longest title first)”.
2. Udskriv vha. en passende LINQ query alle Wii-spil aftagende efter titel-længde.

### Udskriv med store bogstaver alle spil på enten Wii eller Xbox

1. Lokalisér ”TODO 3: All games for either machine sorted by title”.
2. Udskriv vha. en passende LINQ query med store bogstaver alle spil til enten Wii eller Xbox 360 (uden dubletter!)

### Udskriv alle spil til Wii, men ikke til Xbox, dog på nær dem med ”Wii”

1. Lokalisér ”TODO 4: All games for Wii but not for Xbox 360 except those with ‘Wii’ in the title”.
2. Udskriv vha. en passende LINQ query de spil som findes til Wii men ikke Xbox – dog fraregnet dem, som indeholder ”Wii” i titlen.

## Øvelse 10.5: ”Flere kunder og ordrer i LINQ” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.png)

Denne øvelse er en fortsættelse af Øvelse 10.3, hvor strukturen på de indgående queries dog er en smule mere komplicerede.

* Åbn skabelonen med de velkendte kunde-data i projektet i  
   C:\teknologisk\20483\Module 10\Lab 10.5\Starter .

### Udskriv alle kunder der har købt mælk

* Udskriv vha. en passende LINQ query navnene på alle de kunder, som har købt mælk
  + Hint: Brug to from-clauses.

### Udskriv total forbrugt ordresum

* Udskriv vha. en passende LINQ query den totale sum brugt på ordrene for all kunder tilsammen
  + Hint: Der findes en extension-metode, der hedder Sum().

### Udskriv forbrugt ordresum for hver kunde individuelt

* Udskriv vha. en passende LINQ query hver individuelle kundes sum brugt på vedkommendes ordrer
  + Hint: Her kan det være en god idé at introducere en lokal ”hjælpe-variabel” i et udtryk vha. LINQ’s let-konstruktion, f.eks.  
     let *V* = from *X* in *Y* select *Z* .

### Udskriv kunder grupperet pr. by

* Udskriv vha. en passende LINQ query alle kunder grupperet efter, hvilken by de kommer fra
  + Hint: Her kan det være en god idé benytte group-by konstruktionen i LINQ, f.eks.  
     from *X* in *Y* group *X* by *Z* .

# Module 11: “Reflection”

## Øvelse 11.1: ”CodeDOM, reflection og assemblies” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_red.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_red.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_red.png)

Lav et program i

C:\teknologisk\20483\Module 11\Lab 11.1\Starter ,

der fremviser de fleste aspekter af CodeDOM og reflection.

Mere præcist, lav et program, der

* Laver en CodeDOM-model af ”Hello, World”
* Oversætter modellen direkte til et assembly, der fysisk gemmes på filen HelloWorld.exe
* Loader det nygenererede assembly i HelloWorld.exe vha. reflection og kører det.

## Øvelse 11.2: ”Egne attributter” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.png)

Denne øvelse vil definere en custom attribute DeveloperInfoAttribute, som senere testes på en simpel klasse.

1. Lav et nyt projekt i Visual Studio i  
    C:\teknologisk\20483\Module 11\Lab 11.2\Starter
2. Tilføj et custom attribute-klasse DeveloperInfoAttribute, der tillader, at vi kan dekorere klasser på følgende måde

[DeveloperInfo( "MMG", Date = "-12-24")]

[DeveloperInfo( "JGH", Date = "2013-10-13", Revision=2 )]

class TestClass

{

// ...

}

1. Lav nu TestClass som ovenfor og tilføj i Main() kode-linier til at hente attributterne fra TestClass, så dit program (ved ovenstående dekoration med attributter) producerer følgende output:
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# Module 12: “Dynamic Types”

## Øvelse 12.1: ”Interoperabilitet med Excel”

Denne øvelse illustrerer, hvorledes Dynamic Language Runtime (DLR) gør det let at interoperere med COM-objekter, som eksempelvis Microsoft Office stiller til rådighed til benytte Excel, Word osv.

Som eksempel-data vil vi benytte navne-datagrundlaget, som vi også benyttede i Øvelse 8.3.

1. Åbn det eksisterende projekt OfficeInterop, der er at finde i  
    C:\teknologisk\20483\Module 12\Lab 12.1\Starter.
2. Datagrundlaget for opgaven er givet i start-projektet i form af en List<Person>, der fra start indeholder en masse instanser af typen Person.
   1. Lokalisér TODO 1 i Person.cs og forstå Person-klassen.
   2. Lokalisér TODO 2 i Program.cs og indse, at datagrundlaget er en variabel persons, som er af type List<Person>.

### Tilføj reference til Microsoft.Office.Interop.Excel.dll

1. Højre-klik på OfficeInterop projektet i Solution Explorer og vælg **Add Reference…** :
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1. I Add Reference dialogen skal filen Microsoft.Office.Interop.Excel.dll (der er nødvendig for at interagere med Excel) dobbeltklikkes. Denne findes under **Assemblies -> Extensions** i Visual Studio :
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Hvis du i stedet benytter Visual Studio 2010, findes denne under **.NET** tabben:

![](data:image/png;base64,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)

### Aktivér Excel og tilføj ny workbook

1. Lokalisér TODO 3 i Program.cs.
2. Tilføj nedenstående kode, som instantierer en ny Excel-applikation og tilføje en workbook.
3. Når du er færdig, bør resultatet ligne

// TODO 3: Activate Excel and create new workbook

Excel.Application excel = new Excel.Application();

excel.Workbooks.Add();

1. Byg programmet og korrigér eventuelle fejl.

### Brug det aktive regneark og lav overskrifter til søjlerne

1. Lokalisér TODO 4 i Program.cs.
2. Tilføj nedenstående kode, som laver en variabel til det aktive regneark og laver overskrifter til søjlerne i cellerne A1, B1, C1, henholdvis
3. Når du er færdig, bør resultatet ligne

// TODO 4: Use active sheet and create column headings

Excel.\_Worksheet sheet = excel.ActiveSheet;

sheet.Cells[ 1, "A" ] = "Fornavn";

sheet.Cells[ 1, "B" ] = "Mellemnavn";

sheet.Cells[ 1, "C" ] = "Efternavn";

1. Byg programmet og korrigér eventuelle fejl.

### Kopiér data-grundlaget til rækker i regnearket

1. Lokalisér TODO 5 i Program.cs.
2. Tilføj nedenstående kode, som itererer gennem persons og sætter hver Person ind i hver sin række i regnearket.
3. Når du er færdig, bør resultatet ligne

// TODO 5: Iterate through persons and transfer data into sheet

int row = 3;

foreach( Person p in persons )

{

sheet.Cells[ row, "A" ] = p.FirstName;

sheet.Cells[ row, "B" ] = p.MiddleName;

sheet.Cells[ row, "C" ] = p.LastName;

row++;

}

1. Byg programmet og korrigér eventuelle fejl.

### Sæt auto-formattring i overskrifterne

1. Lokalisér TODO 6 i Program.cs.
2. Tilføj nedenstående kode, som sætter auto-formattering af tabel-overskrifterne startende fra celle A1.
3. Når du er færdig, bør resultatet ligne

// TODO 6: Set autoformatting

sheet.Range[ "A1" ].AutoFormat( Excel.XlRangeAutoFormat.xlRangeAutoFormat3DEffects1 );

1. Byg programmet og korrigér eventuelle fejl.

### Gem regneark og luk Excel

1. Lokalisér TODO 7 i Program.cs.
2. Tilføj nedenstående kode, som gemmer det nyskabte regneark i en filen C:\persons.xlsx og lukker Excel.
3. Når du er færdig, bør resultatet ligne

// TODO 7: Save sheet and close Excel

sheet.SaveAs( @"C:\Persons.xlsx" );

excel.Quit();

1. Byg programmet og korrigér eventuelle fejl.

### Skriv bekræftelse på konsollen

1. Lokalisér TODO 8 i Program.cs.
2. Tilføj nedenstående kode, som inden nedlukning lader brugeren vide, at Excel-operationen gik godt.
3. Når du er færdig, bør resultatet ligne

// TODO 8: Create success message

Console.WriteLine( "Export to Excel was successful...!" );

1. Byg programmet og korrigér eventuelle fejl.
2. Kør programmet
3. Åbn filen C:\persons.xlsx og inspicér resultatet af dine anstrengelser.
4. Indse, at når man først ved hvordan, så er manipulationer af COM-objekter gennem DLR’en ikke så forfærdelig, som man kunne tro… ☺

## Øvelse 12.2: ”ExpandoObject” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.png)

Formålet med denne øvelse er at undersøge ExpandoObject i System.Dynamic namespacet for at se, hvorledes dynamic-keywordet og dynamiske typer virker.

* Lav et nyt projekt MondoExpando i  
   C:\teknologisk\20483\Module 12\Lab 12.2\Starter .

### Opbyg ExpandoObject med kontakt-informationer

* Lav et passende ExpandoObject kaldet contact med
  + Fornavn
  + Efternavn
  + Telefonnummer
  + Adresse
    - Adresse skal være et nyt ExpandoObject med
      * Vej
      * Nummer
      * Postnummer
      * By
* Udskriv oplysningerne pænt formatteret.
* Hint: Husk at tilføje referencen til System.Dynamic namespacet for at kunne bruge ExpandoObject.

### Hvis der er mere tid…

* Eksperimentér med at bytte dynamic ud med ExpandoObject eller var.
  + Hvad sker der?
* Kan man bruge ToString() til udskrift?

### Hvis du virkeligt gerne vil vide mere… ☺

* Hvordan sletter man mon members på runtime?
  + Advarsel: Dette er ikke let at lure!
* Kan man mon endda iterere over members på runtime?
  + Advarsel: Dette er heller ikke let at lure!

# Module 13: ”Asynchronous Programming”

## Øvelse 13.1: ”Tasks” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.png)

Denne øvelse handler om at skrive tasks, asynkrone metoder samt benytte await. Vi vil lave et program, der starter tre tasks, som hver især henter indholdet af en avis-webside, og regner den samlede længde ud.

* Åbn programskabelonen, der er at finde i  
   C:\teknologisk\20483\Module 13\Lab 13.1\Starter.
* Implementér først metoden  
   static Task<string> CreateFetchTask( string url )  
  der laver en instans af WebClient og downloader strengen på den givne url vha. WebClient.DownloadStringTaskAsync().
* Implementér så  
   static async Task ComputeLengthSum()  
  ved at udfylde TODO-delen (og tilføj asynkron modifier!), så metoden er udgør en task, der udskriver den samlede længde af strenge downloadet af task t1, t2 og t3.
* Implementér til sidst  
   static void Main( string[] args )

så den kalder ComputeLengthSum() og venter på, at resultatet er beregnet færdigt.

## Øvelse 13.2: ”Låsning vha. Lock” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.png)

Fik du negative tal en gang imellem under udskrivningen af InstanceCount i Øvelse 6.1?

Dette skyldes, at garbage collectorens finalizer-tråd læser InstanceCount-variablen samtidig med programmets hovedtråd, der genererer objekterne. Man burde derfor i programmet fra Øvelse 6.1 trådbeskytte adgangen til InstanceCount.

Til dette formål kan man benytte det indbyggede keyword lock i C#. Læs eventuelt om dette keyword i [Troelsen]. Som en lille hjælp kan det dog siges, at adgangen til de statiske members i en klasse, kan beskyttes med programstumpen nedenfor

lock( typeof( A ) )

{

// Tilgå A’s statisk members her

}

* Lav en trådsikker version af ObjectCounter-programmet fra Øvelse 6.1, der er at finde i  
   C:\teknologisk\20483\Module 13\Lab 13.2\Starter.

# Module 14: ”Input and Output”

## Øvelse 14.1: ”StreamWriter” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_green.png)

Denne øvelse bruger writers og filsystemet til at skrive et antal strenge ned i en fil.

* Lav et nyt konsolprojekt i  
   C:\teknologisk\20483\Module 14\Lab 14.1\Starter.
* Skriv nu et program, der
  + Indtaster et antal strenge fra brugeren via konsollen indtil en tom streng (eller whitespace-streng) er indtastet.
  + Skriver disse strenge linie for linie ned i filen Lines.txt.

## Øvelse 14.2: ”Komprimering til fil” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.png)

Denne øvelse udvider din løsning fra Øvelse 14.1 til at komprimere streng-indholdet, der skriver til filen.

* Åbn det eksisterende konsolprojekt som du lavede i Øvelse 14.1 i  
   C:\teknologisk\20483\Module 14\Lab 14.2\Starter.
* Modificér programmet, så DeflateStream benyttes til at skrive streng-indholdet ned i Lines.txt.compressed i komprimeret form.

### Hvis du har tid og lyst…

Udvid eventuelt dit program, så du tester ovenstående ved at læse strengene tilbage i dekomprimeret form og skriver den til skærmen.

# Module 15: ”Serialization”

## Øvelse 15.1: ”XML Serialization” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_green.png)

Denne øvelse beskæftiger sig med finjustering af den indbyggede XML-serialization i .NET.

* Åbn det eksisterende konsolprojekt i  
   C:\teknologisk\20483\Module 15\Lab 15.1\Starter.  
  Programmet indeholder en klasse

public class Customer

    {

       public int Id { get; set; }

       public string Name { get; set; }

       public DateTime LastUpdated { get; set; }

       public int BonusCredits { get; set; }

    }

* Tilføj passende attributter på formen [Xml*Xxx*] til Customer således at .NET vil XML-serialisere instanser af klassen på formen

<?xml version="1.0"?>

<User xmlns:xsi="<http://www.w3.org/2001/XMLSchema-instance>"  
 xmlns:xsd="<http://www.w3.org/2001/XMLSchema>"  
 UserId="87">

<FullName>Jesper Gulmann Henriksen</FullName>

<BonusCredits>2</BonusCredits>

</User>

(se bort fra whitespace og indrykning osv.)

* Skriv et testprogram, som viser om din serialisering er korrekt.

# Module 16: ”Manipulating Text”

## Øvelse 16.1: ”Streng-manipulationer” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_green.png)

Vi vil i denne øvelse manipulere strenge – både direkte med typen string samt via System.Text.StringBuilder. Vi ser hvordan strenge kan bygges, og forskellene i fremgangsmåde og performance vil fremstå.

### Mål performance for streng-manipulationer med String

* Åbn det eksisterende StringManipulation projekt i Visual Studio fra  
   C:\teknologisk\20483\Module 16\Lab 16.1\Starter
* Koden i projektet genererer dynamisk en længere og længere streng vha. manipulationer på den indbyggede string-type og måler den tid, som disse manipulationer tager.
  + Kig den eksisterende kode igennem og find ud af, hvordan den virker
  + Prøv at køre programmet uden debugger (CTRL+F5) et par gange med 100, 500, 1000, 5000, … iterationer
  + Er resultaterne overraskende?

### Omskriv programmet til at benytte StringBuilder i stedet for String

* Udkommentér koden i regionen, der hedder String Manipulations
* Lav nedenfor en ny region StringBuilder Manipulations og lav i denne region samme kode som i den udkommenterede del, men med System.Text.StringBuilder i stedet for string
  + Lav typerne for result og oneByOne om til StringBuilder.
    - Initialisér begge med new de rette steder.
  + Benyt StringBuilder.Insert() og StringBuilder.Append() i stedet for + til manipulationer af teksterne.
* Byg programmet og korrigér eventuelle fejl.

### Mål performance for streng-manipulationer med StringBuilder

* Prøv at køre programmet uden debugger (CTRL+F5) et par gange med 100, 500, 1000, 5000, … iterationer.
* Er resultaterne overraskende? Sammenlign med de tidligere opnåede resultater for string.

## Øvelse 16.2: ”Regulære udtryk” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_green.png)

Denne øvelse omhandler det at skrive og benytte regulære udtryk til validering af streng-inputs.

* Åbn det eksisterende konsolprojekt i  
   C:\teknologisk\20483\Module 16\Lab 16.2\Starter.
* Projektet indeholder et regulært udtryk, der beskriver et tal mellem 0 og 255.

string singleGroupPattern = "(25[0-5]|2[0-4][0-9]|[01]?[0-9][0-9]?)";

* Skriv nu et program, der ved brug af ovenstående,
  + Laver et regulært udtryk for IP-adresser.
  + Afprøver om nedenstående input-strenge matcher det regulære udtryk:
    - 127.0.0.1
    - 127.0.1
    - 127.0.0.a
    - 255.255.255.255
    - 999.999.999.999

# Module 17: ”Accessing Data”

## Øvelse 17.1: ”Aggregering med LINQ to XML” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_green.png)

Denne øvelse beskæftiger sig med brug af LINQ to XML queries til aggregrering af XML data.

* Åbn det eksisterende konsolprojekt i  
   C:\teknologisk\20483\Module 17\Lab 17.1\Starter.
* Programmet indeholder en skabelon med en XML-fil i CustomersOrders.xml.

Skriv nu kode i programmet, således at der for hver kunde i XML-filen beregnes summen af Freight for alle denne kundes ordrer tilsammen.

Udskriv også resultatet af queryen så det kan ses, at dit resultat er korrekt. ☺

## Øvelse 17.2: ”Connected access til SQL databaser”

Bemærk: Denne øvelse kræver adgang til en SQL Server eller SQL Server Express database.

Vi vil i denne øvelse benytte connection-orienteret brug af simple data i SQL Server. **Bogen benytter de asynkrone metode-kald i API’et, men du er velkommen til at bruge de synkrone varianter, hvis du foretrækker dette, da disse er lige så relevante til eksamen.**

### Lav tabel i SQL Server

* Lav et nyt konsolprojekt i  
   C:\teknologisk\20483\Module 17\Lab 17.2\Starter.
* Skab nu (i en SQL database efter jeres eget valg!) en tabel People med følgende SQL-script

CREATE TABLE [dbo].[People](

[Id] [int] IDENTITY(1,1) NOT NULL,

[FirstName] [nvarchar](50) NOT NULL,

[LastName] [nvarchar](50) NOT NULL,

[BirthDate] [datetime] NOT NULL

);

* Lav nogle passende rækker med testdata, som I kan benytte nedenfor.

### Læs data fra SQL Server

* Konfigurér i App.Config en connection-streng med navnet MySqlServer til den valgte SQL Server database.
* Skriv nu et program, der bruger MySqlServer til at
  + lave en SqlCommand mod databasen med to resultater givet ved nedenstående T-SQL

SELECT \* FROM People ORDER by FirstName; SELECT \* FROM People ORDER by LastName

* + udskrive de to grupper af resultater på konsollen adskilt af linier med  
     ”------------------”.

# Module 18: ”Cryptography”

## Øvelse 18.1: ”Symmetrisk kryptering” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.png)

Denne øvelse vil implementere en kryptering og efterfølgende dekryptering af et stykke tekst vha. symmetrisk kryptering.

* Åbn det eksisterende konsolprojekt i  
   C:\teknologisk\20483\Module 18\Lab 18.1\Starter.
* Programmet indeholder en eksisterende tekst i filen Test.txt.

### Lav kryptering med AesManaged-klassen

* Lav et program, der
  + Læser indholdet af Test.txt
  + Krypterer indholdet med AES-kryptosystemet
  + Gemmer det krypterede indhold på filen Test.txt.encrypted

### Lav dekryptering med AesManaged-klassen

* Udvid nu dit program, således at det ydermere
  + Læser indholdet af Test.txt.encrypted
  + Dekrypterer indholdet med AES-kryptosystemet
    - Bemærk, at det skal være samme key, som der blev brugt til dekryptering.
  + Gemmer det dekrypterede indhold på filen Test.decrypted.txt
* Sammenlign nu Test.txt og Test.decrypted.txt og check, at de er ens. ☺

# Module 19: ”Globalization”

## Øvelse 19.1: ”Resource-håndtering” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_red.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_red.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_red.png)

Denne øvelse handler om at indsamle viden om klassen ResourceManager i System.Resources namespacet for derefter at bruge den til at lave en lille test-applikation, der er lokaliseret til et antal forskellige kulturer.

* Læs først om ResourceManager-klassen i MSDN-hjælpen på  
   <http://msdn.microsoft.com/en-us/library/system.resources.resourcemanager.aspx> .
* Lav et nyt konsolprojekt i  
   C:\teknologisk\20483\Module 19\Lab 19.1\Starter.
* Brug din viden om ResourceManager til at lave et program, der – hvis kørt under en givet kultur
  + prøver at lokalisere programmet ved at vælge den bedst mulige oversættelse af strengen ”Monday” ud fra oversættelser i nedenstående kulturer
    - (default) ”Monday”
    - da-DK ”Mandag”
    - de ”Montag”
    - es ”Lunes”
  + Hint: Tilføj følgende filer med et passende indhold under Properties i projektet
    - Resources.da-DK.resx
    - Resources.de.resx
    - Resources.es.resx
    - Resources.resx
* Hvad sker der, når du kører dit program med
  + CultureInfo( "en-US" ) ?
  + CultureInfo( "da-DK" ) ?
  + CultureInfo( "de-AT" ) ?
  + CultureInfo( "es-US" ) ?
  + CultureInfo( "fr" ) ?

# Module 20: ”Diagnostics and Managing Assemblies”

## Øvelse 20.1: ”Instrumentering” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_green.png)

Denne øvelse vil implementere instrumentering for et eksisterende program.

* Åbn det eksisterende konsolprojekt i  
   C:\teknologisk\20483\Module 20\Lab 20.1\Starter.
* Instrumentér nu programmet ved at tilføje følgende features
  + TODO 1: Linien skrives kun ud på konsollen, hvis programmet køres med en debugger.
  + TODO 2: I Debug mode skal programmet bringes til at give input med som detail til LogToConsole() metoden. Bemærk: I Release mode skal opførslen være uændret.
  + TODO 3: Programmet skal skrive strengen ”Breaking…” ud (kun) som Debug-information til de tilhørende trace listeners.
  + TODO 4: Metoden End() skal ignoreres medmindre preprocessor-definitionen LAB20 er defineret.
* Kør dit program og test, at alt er implementeret korrekt.

## Øvelse 20.2: ”Performance Counters” (C:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.pngC:\DSE\Icon Experience\V Collections\v_collections_png\basic_foundation\16x16\plain\star2_yellow.png)

Denne øvelse vil implementere performance counters til at overvåge antallet af A-instanser i en kørende WinForms-applikation.

* Åbn det eksisterende konsolprojekt i  
   C:\teknologisk\20483\Module 20\Lab 20.2\Starter.
* Gennemse koden og få et overblik over strukturen af den eksisterende kode.

Der skal implementeres to performance counters i performance counter kategorien angivet af strengen i CategoryName med beskrivelsen i stregen CategoryHelp. Da der kan være flere kørende applikationer med A-instanser, skal disse counters være multi-instance.

De to performance counter skal have følgende egenskaber

* CounterTotal skal
  + have et passende navn
  + tælle det totale antal A-instanser i en givet applikation
  + være af type NumberOfItems32
* CounterRate skal
  + have et passende navn
  + tælle antal A-instanser skabt pr. sekund
  + være af type RateOfCountPerSecond32.

Du skal nu

* implementere ovenstående performance counters i den givne kategori ved at
  + rette kategorien til jeres eget firma-navn ☺
  + lokalisere TODO 1, 2, 3, 4 og 5 i PerformanceCounterForm.cs
* tælle dem op på passende steder i A.cs ved at lokalisere TODO 6 og 7
* teste resultaterne vha. perfmon.exe .

## Øvelse 20.3: ”Global Assembly Cache”

Denne øvelse vil udføre praktisk håndtering af assemblies i forbindelse med registrering i GAC’en.

* Åbn den eksisterende solution i  
   C:\teknologisk\20483\Module 20\Lab 20.3\Starter.
* Programmet indeholder et class library-projekt Lib, der indeholder nedenstående klasse.

public static class LibClass

{

public static string GetVersion()

{

return  
 Assembly.GetExecutingAssembly().GetName().Version.ToString()

+ " not in the GAC";

}

}

### Lav test-projekt

* Tilføj en konsol-applikation til ovenstående solution, der i Main() kalder LibClass.GetVersion() og udskriver denne på konsollen.
* Byg og kør din solution.
* Test, at applikationen skriver ”1.0.0.0 not in the GAC”.

### Installér assembly i GAC

* Lav om i LibClass, så den nu skriver ”1.0.0.0 in the GAC”.
* Lav de nødvendige tiltag for at Lib kan installeres i GAC’en
  + Lav et strong-name key-par vha sn.exe.
  + Anvend ovenstående på Lib, således at bliver strong-named.
* Installér nu Lib i GAC’en vha. gacutil.exe.
* Byg og kør din solution.
* Test, at applikationen skriver ”1.0.0.0 in the GAC”.

### Kompilér test-projekt til lokal version af assembly

* Lav nu igen om i LibClass, så den nu skriver ”1.0.0.0 also not in the GAC”.
* Byg og kør din solution
  + Dit test-projekt nu er kompileret med reference til den nyeste version af LibClass, der ikke er i GAC’en.
* Indse nu, at din applikationen alligevel skriver ”1.0.0.0 in the GAC”, fordi CLR’en først leder efter de refererede assemblies i GAC’en.

### Hvis du har lyst…

* Lav en version 2.0.0.0, som du installerer i GAC’en som ovenfor.
* Kompilér test-projektet med version 1.0.0.0.
* Indsæt en BindingRedirect i test-projektets .config-fil, som henviser version 1.0.0.0 til version 2.0.0.0, der at finde i GAC’en.
* Byg og kør din solution.